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ABSTRACT Programming has become increasingly important in our society. However, the learning
process presents significant challenges, particularly for novice students of introductory courses. From
the students’ perspective, programming concepts are often perceived as complex and challenging to
understand. Chatbots have emerged as promising and effective pedagogical agents, offering continuous
support and personalized feedback throughout the programming learning process. In this paper, we present
CoderBot, a pedagogical agent grounded in Example-Based Learning designed to assist novice students
in comprehending programming concepts using correct and erroneous practical examples. To evaluate the
self-efficacy and acceptance of CoderBot in the classroom, we conducted an exploratory study involving
103 undergraduate students from several regions of our country, all of whom were enrolled in introductory
programming courses. The quantitative findings highlight the ease of use associated with CoderBot, along
with noticeable improvements in students’ understanding of programming concepts and increased levels of
motivation and self-confidence. Moreover, the qualitative results indicate that CoderBot holds the potential
to be an effective pedagogical agent for supporting programming instruction, particularly in terms of clarity,
accessibility, and ongoing assistance. However, the findings also suggest the need for further expansion
of the available examples and improvements in the clarity of responses to realize the tool’s educational
potential fully. These results offer valuable insights into integrating chatbots within academic environments,
underscoring the role such tools can play in enhancing the learning experience for programming students.

INDEX TERMS Programming education, pedagogical agents, coderbot, example-based learning, empirical

study, self-efficacy, acceptance.

I. INTRODUCTION

Coding skills have become indispensable for technology

professionals and individuals seeking to enhance their

The associate editor coordinating the review of this manuscript and technical competencies [1]. This trend is reflected in
approving it for publication was Ka Wai Gary Wong . the increasing number of students enrolling in Science,
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Technology, Engineering, and Mathematics programs [2].
However, learning to program often presents significant
challenges, particularly in the early stages of the course [1].
Consequently, approval rates in introductory programming
courses are historically low [3], contributing to high retention
and dropout rates [4]. Instructors report difficulties in
effectively teaching these concepts [5], which may stem from
students’ lack of prior exposure to programming, limited
experience with practical coding tasks, lack of motivation,
and insufficient individualized support [6].

In response to these challenges, conversational agents like
chatbots have emerged as promising educational tools, partic-
ularly in programming education. Chatbots offer students the
opportunity to progress more autonomously, resolve specific
doubts [7], [8], and receive immediate feedback — a critical
advantage in reducing their reliance on direct instructor
support [9], [10]. This instant feedback enhances the learning
process by facilitating real-time correction and reflection.
Additionally, chatbots provide personalized, motivational
feedback, enabling students to engage in programming
practice through interactive exercises and learning at their
pace [11].

Despite these benefits, many chatbots currently used
in programming education suffer from notable limitations,
including outdated or inappropriate datasets, which can
compromise the accuracy of the information provided [12].
Excessive formality in language and a lack of pedagog-
ical focus often create barriers for novice learners [13].
Furthermore, many chatbots prioritize technical productivity
over educational value, providing ready-made solutions
rather than fostering the development of logical reasoning
and computational thinking [4]. This emphasis on syntax
over conceptual understanding can demotivate students as
they struggle with the rigid demands of programming
language structure [14]. Thus, there is an apparent demand
for more adaptable and intuitive educational chatbots that
prioritize the learning needs of beginners and support their
programming skills development in a more accessible and
didactic manner [4].

In this context, this paper introduces CoderBot, an educa-
tional agent designed to support the teaching of programming
concepts through Example-Based Learning (EBL). CoderBot
employs correct and erroneous practical examples to enhance
students’ comprehension of programming tasks. EBL was
selected as the theoretical foundation of CoderBot due to
its alignment with Cognitive Load Theory, which posits that
learners require structured instructional models to effectively
internalize and understand new content [15]. CoderBot,
therefore, emerges as an innovative educational technology
that promotes novel teaching and learning methodologies for
both instructors and students while improving the quality and
efficiency of the learning experience.

The study described in this paper involved 103 under-
graduate students from several regions of our country, all
enrolled in introductory programming courses. The study
evaluated both the acceptance of the CoderBot technology
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and the students’ perceived self-efficacy. The Technology
Acceptance Model (TAM) [16] was adopted to assess tech-
nology acceptance, while self-efficacy was measured using a
domain-specific self-efficacy questionnaire [17]. In addition
to quantitative measures, students provided open-ended
responses, which were analyzed using coding procedures to
interpret the qualitative data. This mixed-methods approach
allowed for a comprehensive understanding of the students’
perceived challenges and benefits, demonstrating CoderBot’s
potential as an effective and accessible tool for supporting
programming education.

This paper is organized as follows. Section II presents
the main concepts associated with this paper and the related
work. Section III describes our proposal. Section IV describes
the planning of the exploratory study. Section VI discusses
our lessons learned and the new version of our proposal.
Finally, Section VIII presents the study’s final considerations.

Il. BACKGROUND AND RELATED WORK

As technology advances and the demand for diversified
learning options grows, the need for innovative educational
tools such as chatbots has become increasingly apparent [18].
As valuable educational resources, Chatbots allow students
to regulate their learning pace while providing continu-
ous access to study materials. By empowering students
to take ownership of their learning journey, these tools
enhance their learning experience [11]. Recent research
underscores that these technologies support the learning
process, improve effectiveness, and foster active student
engagement [11], [19]. Chatbots integrated into applications,
websites, and messaging platforms assist users in performing
tasks, clarifying concepts, and offering tailored support,
guidance, and solutions based on individual needs [11].
In addition to providing constructive feedback, chatbots
facilitate self-assessment and enhance the development of
skills and competencies, making learning more intuitive and
collaborative [11], [20]. However, despite these numerous
advantages, it is essential to emphasize that chatbots were
designed to aid — rather than replace—instructors, who
remain indispensable in the educational process [11].

In this context, several studies have investigated the
transformative role of chatbots in education, highlighting
their potential to enhance both learning experiences and
student engagement. For example, Hobert [21] developed and
evaluated a chatbot named Coding Tutor, which provides
individualized support by offering explanations, tips, and
feedback on students’ source code. A usability study involv-
ing 40 undergraduate students of an information systems
course revealed that the chatbot was perceived as a valuable
complement to traditional programming instruction, mainly
when instructor assistance was not readily available.

Similarly, Igbal Maliket et al. [22] developed a chatbot
to assist programming students with their tasks and learning
processes. Their study analyzed the influence of the chatbot
on student performance, measured by final course grades.
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Results indicated that the chatbot effectively aided students
in grasping fundamental programming concepts and in
identifying common semantic and syntactic errors.

Carreira et al. [23] introduced Pyo, a chatbot to support
novice programmers focusing on the Python program-
ming language. Pyo provides personalized assistance to
help students better understand programming concepts and
identify mistakes in their code. The authors reported that
students found Pyo highly beneficial in complementing their
learning process, particularly in providing individualized
support, facilitating conceptual understanding, and helping
them resolve coding errors. The authors stated that positive
interactions with Pyo helped students overcome common
difficulties faced by novice programmers.

Finally, Kasinathan et al. [24] developed TicTad, a chatbot
designed to support students with learning difficulties or
those interested in learning the C# language. TicTad provides
an interactive and practical approach to memorizing concepts,
reducing the time and effort required compared to traditional
learning methods. Tested by 30 beginner students, TicTad
received positive feedback, with participants describing it as
both fun and educational. The study concluded that TicTad
met its target users’ needs by creating an engaging and
supportive learning environment for learning C#.

Although prior studies highlight the potential of chatbot
programming education, a significant gap remains in how
pedagogical theories, such as EBL and Cognitive Load
Theory are systematically integrated into their design. Most
existing tools emphasize functionality, code generation,
or basic guidance but lack structured pedagogical strategies
to scaffold novice learners’ understanding.

In this context, we propose the CoderBot, a pedagogical
agent that aims to bridge this gap by explicitly embedding
EBL and Cognitive Load Theory into its architecture.
It employs correct and incorrect worked examples, structured
via pedagogically grounded templates, to support step-
by-step reasoning and error reflection—techniques known
to foster deep conceptual understanding while managing
cognitive load. To illustrate how CoderBot differs from other
tools in the field, Table 1 compares key features of CoderBot
with representative educational chatbots (e.g., PyO, Coding
Tutor, TicTad) and generative Al-based assistants (e.g., GPT,
Copilot, Gemini).

The comparison covers dimensions such as:

« Pedagogical Model: Describes the underlying theoret-
ical and pedagogical framework that guides the tool’s
instructional design for programming education;

« Use of Cognitive Load Theory: Specifies whether the
tool explicitly incorporates principles from Cognitive
Load Theory to reduce extraneous load and optimize
learners’ mental effort during task execution;

o Correct vs Incorrect Examples: Indicates whether the
tool provides both correct and incorrect code examples
to promote learning through guided error analysis and
reflection;
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« Personalization: Assesses the tool’s ability to tailor its
content, feedback, or learning pathways to individual
student profiles, considering prior knowledge, progress,
or learning preferences;

« Handling of Complex Questions: Evaluates the tool’s
capacity to address complex or open-ended program-
ming problems that extend beyond basic or predefined
instructional scenarios;

o Feedback Type: Characterizes the form and depth of
feedback provided by the tool, such as contextualized
error messages, step-by-step explanations, or natural
language dialogue;

o Open-ended Input Support: Determines the extent to
which the tool allows students to input queries in natural
language, as opposed to using only fixed options or
structured commands; and,

« Platform: Specifies the deployment environment or
interface through which the tool is accessed, such as
web applications, desktop software, IDE extensions,
or cloud-based APIs.

Table 1 highlights that, despite the increasing avail-
ability of educational chatbots and Al-powered assistants
in programming education, most existing tools prioritize
technical support over pedagogical intentionality. These
tools often lack structured instructional design and fail to
explicitly incorporate learning theories that scaffold novice
learners’ conceptual development. In contrast, CoderBot
offers pedagogically grounded scaffolding aligned with
students’ cognitive processes, explicitly operationalizing
Example-Based Learning and Cognitive Load Theory. Rather
than functioning as a general-purpose assistant, CoderBot
emerges as a purpose-built educational ally—designed to
foster meaningful, theory-driven learning experiences in pro-
gramming instruction. This comparative analysis reinforces
CoderBot’s unique position within the current landscape,
addressing unmet pedagogical needs in a domain still
dominated by function-oriented tools.

liIl. CODERBOT

The CoderBot is a pedagogical agent developed to assist
students in learning programming by enhancing both instruc-
tional efficiency and engagement. We designed CoderBot to
benefit both instructors and students. CoderBot facilitates the
understanding of programming content through a practical
and interactive approach. We grounded CoderBot on princi-
ples of EBL [25], [26], [27]. CoderBot streamlines instruction
by minimizing information overload, allowing students to
concentrate on the problem’s essential aspects [27].

EBL, when aligned with the principles of Cognitive Load
Theory, effectively leverages demonstration to guide students
in mastering specific tasks or skills [26]. By observing a
task successfully executed, students develop confidence in
their ability to replicate similar outcomes, which fosters a
positive belief in their capabilities [25]. This approach helps
reduce cognitive load by providing a structured framework

145009

190

191

192

193

194

195

196

197

198

199

200

201

203

204

205

206

217

218

219

220

221

238

239

240

241

242



244

245

246

248

249

250

251

253

254

255

257

258

259

260

261

262

263

264

265

266

267

268

269

270

271

272

273

274

275

276

IEEE Access

R. D. S. Garcia et al.: Theory Inspires, but Examples Engage

TABLE 1. Comparison of CoderBot, Educational Chatbots, and generative Al Tools in programming education.

Feature / Tool

Pedagogical
Model

Use of Cognitive
Load Theory
Correct vs Er-
rouneous Exam-
ples

CoderBot

EBL with worked ex-
amples

Explicit, via
structured templates
Yes, both provided

PyO [23]

Vygotskian
perspective

Acknowledged, but
not central

Yes, provides correct
answers and guidance
for errors

Coding Tutor [21]

ICAP Framework
(Interactive,
Constructive,

Active, Passive)
and Scaffolding

Not addressed

Yes, provides
feedback on errors
and solution guidance

Adaptive scaffolding

Medium (can respond
to open questions and
guide step-by-step)
Conversational
feedback (text and

TicTad [24]

Expert system and Ac-
tive

Not addressed

Yes, provides correct
code examples and
creation guidance

Based on user history
an learning styles
Basic structured
prompts

Text, voice (text-to-
speech), code exam-

Generative Al (GPT,

Gemini, Copilot)
Generative (few-shot
prompting)

Implicit only

Ad hoc (no pedagogical
structure)

Adaptive through context
and memory
High — natural language

NL explanation (varied)

Personalization Planned via worked | Limited, future work
examples templates

Handling Limited (template- | Introductory focus

of Complex | based)

Questions

Feedback Type Localized and | Textual explanations
explanatory and examples

Open-ended In- | No (menu-based) Yes

put

Platform Web-based Web-based

compiler errors) ples, images
Yes Yes Yes
Web-based Desktop application | API / Cloud-based tools,

(Verbot-based) IDE extensions

focused on achieving the expected result, which benefits
comprehension and understanding of the content taught in the
classroom.

While students learn programming, they can leverage
CoderBot as an active support to assist them in solving exer-
cises and developing critical programming skills. In addition,
CoderBot, as a pedagogical agent, provides both practical
correct and incorrect code examples, demonstrating effective
strategies for tackling specific programming problems.
By examining the correct examples, CoderBot guides the
students in developing computational thinking, helping them
understand the underlying logic of tasks and the steps needed
for problem-solving [28], [29].

This interactive, example-driven approach—central to
EBL — greatly aids students in bridging theory with
practice, facilitating a clearer understanding of program-
ming concepts [29]. Employing correct examples offers
numerous benefits: it reduces cognitive load, strength-
ens content retention, and enhances students’ confidence.
Additionally, these examples enable students to focus
intensively on each concept, fostering self-sufficiency in
problem-solving.

Erroneous examples, conversely, play an important role in
inviting students to think more deeply about content. When
provided with erroneous code, students must diagnose the
problems, try to understand them, explain them, and fix
them appropriately [30], which cultivates critical thinking and
analytical skills. As a result, students develop a set of thinking
and scoring skills and have the potential to learn better and
enjoy a more stimulating—and thus more effective—learning
environment. According to studies conducted by [31],
presenting erroneous examples is effective because it forces
students to focus on why such a code doesn’t work. It further
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engages students in developing a deeper understanding of
programming basics.

In this context, we integrated CoderBot into a Web portal,
enabling the presentation of correct code examples with
detailed steps and erroneous ones, challenging students to
identify problems in the code, and providing immediate
feedback. Below, we will present more details about Coder-
Bot and its use. An essential part of this integration was
the incorporation of a standardized Worked Example (WE)
template into CoderBot. We develop the template based on
the needs observed among instructors for structured and
consistent teaching materials [32]. The close collaboration
between the template’s designers and CoderBot’s developers
was key to ensuring an effective integration. Through this
process, we adapted the template to suit the interactive and
dynamic nature of CoderBot, providing clear instructional
elements such as problem descriptions, expected outcomes,
reflective prompts, testing strategies, and guided feedback.
This incorporation allows CoderBot to offer a cohesive and
pedagogically sound learning experience. The structured
template ensures consistency across different topics. At the
same time, we ergonomically designed the selection of
elements to display, aiming to avoid visual clutter for
students, and were informed by recommendations from
instructors involved in the Worked Examples Template
for Programming Education study [32]. By combining the
strengths of the WE template with CoderBot’s interactive
features, the platform not only supports more effective
lesson planning for instructors but also fosters deeper student
engagement with the material.

CoderBot’s functionalities are structured to address the
needs of both students and instructors. CoderBot offers
students a selection of topics and content areas, presenting
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Home  Chat

Pesquisadores

|
Coder

Desperte o potencial dos programadores
com o CoderBot - A chave para o sucegso.

CoderBot

temas abaixo:

Q

B

Finalizar a sess@o

- Contetdos de Fungoes

0la! §Y Sou o CoderBot & , e estou aqui para te auxiliar na aprendizagem de programagéo M por meio de exemplos. Escolha um dos

Ei , eu posso te ajudar com os temas abaixo, basta efetuar um click no botdo desejado:

Soma de Dois Numeros) Calculo do Fomrim) Verificag@io de Namero Primo) Inversdo de Smng) Contagem de Canscontes)

Somatério de Interva \a)

Cdlculo de Porcentmgem) Célculo do \MC) Conversdo de Valor para Catagdc)

Conversao de Temperatura em C) Voltar ao menu)

FIGURE 1. (a) Home screen e (b) CoderBot chat interface.

correct and incorrect code examples aligned with the chosen
content. This approach allows students to study self-directed,
reinforcing their understanding of programming concepts
through immediate, practical examples. For instructors,
CoderBot includes a customizable interface that enables
them to adapt examples according to their classes’ unique
requirements, enhancing the tool’s pedagogical relevance.
This study focuses specifically on the student experi-
ence, emphasizing the design of CoderBot’s interface to
provide an intuitive, accessible, and engaging learning
environment.

On the Home screen (Figure 1), students are presented
with a brief introduction to CoderBot and an overview of
its available content. This introductory layout provides a
clear entry point for students to familiarize themselves with
CoderBot’s functionalities and navigate its resources effec-
tively. Upon accessing CoderBot’s chat screen (Figure 1),
students are greeted with a welcome message and provided
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with two options: “Functions” and “End Session.” When
the ““Functions” button is selected, a set of code examples is
presented (for example, ““‘Sum of two numbers” or “‘Factorial
calculation”), enabling students to choose the topic they wish
to explore.

Once a topic is selected, students encounter an exercise
statement with options to view a correct or erroneous
example. When choosing a correct example, they are shown
accurate code with a step-by-step guide on how to reach
the solution (Figure 2). By viewing the correct examples,
we expected students to develop computational thinking,
understand the logic behind the questions, and follow
structured steps to solve the problems [28], [29].

If they choose an erroneous example, Students are
prompted to identify the line containing the mistake from
multiple options. Selecting the correct line triggers a
congratulatory message, a clear explanation of the error, and
the correct solution (Figure 3).
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Exemplo Inc

rreto ) Voltar ao "‘.erm) Finalizar s

| Ok, abaixo temos os passos para construgéo do cédigo correto.

Passos:

[PASSO 1]. Definir a assinatura da fungao, indicando que ela aceita dois parémetros.

[PASSO 2]. Dentro da fungao, adicionar os dois nimeros.
[PASSO 3]. Retornar a soma dos dois nimeros.

1 #include <stdio.h>
2
3
4
5
6
7
8
9
0

n

Ver outro Exemplo Q) Exempilo Incorreto X) Voltar ao menu) Finalizar a sessdo)

FIGURE 2. Correct example provided by CoderBot.

linha 3

nao sei identificar

v/

\_/d]

Parabéns! Vocé acertou
Identificando o erro: O erro esta na forma como a fungGo retorna a soma. A sclugao incorreta esta subtraindo os ndmeros em vez
somda-los.

Veja abaixo uma proposta de solugdo correta:

[PASSO 1]. Definir a assinatura da fungdo, indicando que ela aceita dois parametros.

[PASSO 2]. Dentro da fungéo, adicionar os dois nimeros.
[PASSO 3]. Retornar a soma dos dois nimeros.

1 #include <stdio.h>

L (int nu
1 nUMerol + numer

int main() {

nt resu

©®NOTbhwN

Exemplo Correto ) Ver outro Exemplo Q) Voltar ao menu) Finalizar a sessiic)

FIGURE 3. Selecting the Correct option in an erroneous example in CoderBot.

If a student chooses an incorrect line, a message
highlights the problem, explains the error, and provides
the corrected code along with a step-by-step solution
(Figure 4). This process, grounded in reflective practice,
encourages students to analyze errors critically, understand
why they occur, and effectively correct them [30]. This
enhances student learning and provides a more stimulating
and effective environment for teaching. Thus, CoderBot
promotes a reflective and participatory approach to the
learning process. Additionally, CoderBot offers flexibility
for both instructors and students. Instructors can customize
materials based on course requirements, while students can
engage with content at their preferred pace. This structure
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fosters a participatory and reflective approach, reinforcing
the learning process through structured guidance and active
engagement.

IV. EXPLORATORY STUDY

We performed an empirical study to evaluate CoderBot and
to gain insight into students’ perceptions of its role as a
pedagogical tool in teaching programming.

A. SUBJECTS

This study involved 103 students enrolled in introductory
programming courses at several higher education institutions
(HEI) in our country, more specifically at: Federal University
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A resposta estd incorreta. NGo desanime, eu irei te ajudar a identificar corretamente.
Identificando o erro: O erro esta na forma como a fungdo retorna a soma. A solugéo incorreta esté subtraindo os nUmeros em vez de

soma-los.

Veja abaixo uma proposta de solugéio correta:

[PASSO 1]. Definir a assinatura da fungdo, indicando que ela aceita dois pardmetros.

[PASSO 2]. Dentro da fungéo, adicionar os dois nimeros.
[PASSO 3]. Retornar a soma dos dois niimeros.

#include <stdio.h>

C t nu
numerol + numeroz;

g bk w M

int main() {

int resultado = somarNumeros ):
printf(" \n", resultado);

6
7
8
9

Exemplo Correto ) Ver outro Exemplo Q) Voltar ao menu) Finalizar a Sessdo)

FIGURE 4. Selecting the Incorrect option in an erroneous example in CoderBot.

TABLE 2. Overview of study participants.

\ Inst. | Major | Instr. | Course Name | Concepts | #Students |
UNIPAMPA Computer Science D1 Algorithms and Programming for Computing | Functions 8
UNIPAMPA Software Engineering D2 Algorithms and Programming Arrays 11

IFMS 2 Technology in Systems Analysis and Development D3 Computer Programming Lists 15
IFMS Technology in Systems Analysis and Development D4 Programming Language I Arrays 18
UFAM Software Engineering D5 Algorithms and Data Structures 1 Functions 51

of Pampa (UNIPAMPA), Federal University of Amazonas
(UFAM), Federal Institute of Parda (IFPA), and Federal
Institute of Mato Grosso do Sul (IFMS). Table 2 presents
more specific demographic details. To gather representative
data, we focused on students from foundational programming
courses. We contacted the instructors responsible for these
courses to coordinate the study’s implementation. In total,
we engaged five instructors, reaching out to them to
understand the content they were covering, the current stage
of their course, and their availability for scheduling the
experiment.

B. PLANNING

To facilitate the execution of the study, we employed
Google Workspace tools. The instruments developed for the
experiment included: (i) a consent form, a key instrument
in the experiment, designed to ensure confidentiality and
participant anonymity; (ii) a characterization questionnaire
aimed at gathering detailed information about the student’s
knowledge and background in programming; (iii) study

VOLUME 13, 2025

documentation, including the experimental script, the Coder-
Bot link, a list of exercises, and detailed instructions for
the experiment; and (iv) a post-use evaluation questionnaire
featuring open-ended questions to capture the students’
perceptions of CoderBot. To ensure validity, two independent
researchers peer-reviewed all study artifacts.

C. EXECUTION

We initially conducted a pilot study with two students
to confirm that the experimental design met its objec-
tives. The pilot’s results were satisfactory, and the team
found that no significant changes were needed for the
artifacts.

We emailed the course instructors, outlining the study’s
objectives and providing comprehensive guidelines. Once
the instructors agreed to participate, one of the researchers
coordinated directly with them to schedule the experiment.
The email correspondence emphasized the importance of
instructor involvement, ensuring they actively assisted stu-
dents during the experiment.
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On the scheduled day, we conducted the study with the
participating students. We integrated the experiment into the
practical assessment activities in the course syllabus. During
the session, the instructors acted as moderators, guiding the
students through the tasks. Initially, students were asked to
sign a consent form, agree to participate in the study, and
allow their data to be analyzed. All participants willingly
consented and signed the forms.

Next, students completed a characterization form, which
included questions about their previous programming experi-
ence. The majority indicated that they had limited or no prior
experience as they were in the early stages of their course-
work. The moderators then provided training on CoderBot,
covering its features and usage. We instructed the students to
use CoderBot as a support tool for their programming tasks.
Afterward, we distributed the programming exercises, and
students used CoderBot to assist in solving the problems.
The average time to complete the exercises was 136 minutes,
with a minimum time of 40 minutes and a maximum time of
150 minutes, demonstrating the feasibility of using CoderBot
in a classroom setting.

Upon completing the activities, students responded to a
survey to measure their acceptance of CoderBot and per-
ceived self-efficacy. We based our acceptance questionnaire
on the Technology Acceptance Model (TAM) [16] (Table 3),
which evaluates three indicators: perceived usefulness (the
extent to which the student believes that CoderBot improves
academic performance); perceived ease of use (the degree to
which students feel CoderBot can be used without difficulty);
and perceived intention to use (the likelihood that the student
will continue to use CoderBot in the future). Responses
were recorded on a five-point Likert scale, ranging from
“Strongly Disagree” to “Strongly Agree”, with a neutral
option available.

TABLE 3. TAM Questionnaire items.

Perceived Usefulness

PU1 - Using CoderBot improves my performance when solving
programming problems.

PU2 - Using CoderBot improves my productivity when solving
exercises.

PU3 - CoderBot makes my job easier while learning to program.
PU4 -1 find CoderBot useful in helping me learn programming.
Perceived Ease of Use

PEU1 - CoderBot was clear and easy to understand for me.
PEU2 - Using CoderBot didn’t require much mental effort.
PEU3 - I think CoderBot is an easy to use chatbot.

PEU4 - I find it easy to remember how to perform tasks using
CoderBot.

Perceived Intention to Use

PIU1 - Assuming I have access to CoderBot, I plan to use it in the
future to support my learning to code.

PIU2 - Given that T have access to CoderBot, I foresee that I would
use it in the future to learn programming.

PIU3 - I plan to use CoderBot to help me solve exercises next
month.

TAM Items

The self-efficacy questionnaire was also administered
based on the framework proposed by [17]. This questionnaire
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assessed the following indicators (Table 4): satisfaction
(perceived pleasure in using and usefulness of CoderBot);
usability (perceived ease of using CoderBot); benevolence
(user’s perception of CoderBot’s accurate and intentional
actions, considering the user’s interests); and credibility
(perception of CoderBot’s ability and experience). The
students recorded their responses on a five-point Likert scale,
ranging from ““Very Dissatisfied” to ““Very Satisfied.”

TABLE 4. Self-efficacy questionnaire items.

Satisfaction

S1 - How much did you enjoy using the CoderBot?

S2 — How useful was the CoderBot to you in assessing the risk
of recidivism?

S3 — How would you rate your overall satisfaction with the
CoderBot?

Usability

U1 - How easy was the CoderBot for you to use?

U2 — How understandable did the CoderBot provide the answers?
U3 - How acceptable is the time spent asking the CoderBot
questions?

Benevolence

B1 - Did you feel the CoderBot correctly understood your ques-
tions?

B2 - Did you feel that the answers provided by the CoderBot
were clear?

B3 — Was the interaction with the CoderBot pleasant?
Credibility

C1 - Should the CoderBot be integrated into training practices?
C2 - Should the CoderBot be mandatory for use in training?
C3 - Did you feel the CoderBot was credible?

Self-Efficacy Items

D. ANALYSIS OF RESULTS

The data collected were analyzed using both quantitative
and qualitative methods. We tabulated the questionnaire
responses for the quantitative analysis and utilized descriptive
statistics to calculate maximum, minimum, mean, and
standard deviation values. We also used R Studio software
to generate stacked bar charts, which facilitated the visual-
ization and interpretation of the results.

We also performed a specific analysis of student comments
collected from the questionnaires. We followed a structured
coding procedure to interpret these qualitative data. The
qualitative analysis aimed to code, categorize, and synthesize
data to identify the difficulties and benefits students perceived
after using CoderBot. We adopted a four-step qualitative
analysis procedure designed by [33].

We read all the student comments in the first step. This
was an important step in obtaining a broad view of the data
provided by students during the CoderBot experimentation
period. We also performed a filtering process to remove
comments with no answers or out-of-context answers that
addressed aspects unrelated to CoderBot. In the second
step, we performed open coding, in which we created
codes (concepts relevant to understanding the perception
of CoderBot) from the participants’ responses (quotes).
In the third step, we performed axial coding, grouping the
codes according to their properties and forming concepts
representing subcategories and categories. Finally, in the
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FIGURE 5. Acceptance perceived by students.

fourth step, we performed a complete evaluation of the
final analysis to verify the consistency of the results. One
researcher conducted the qualitative study and subsequently
discussed it with other researchers who were experienced
in qualitative methods. This collaborative approach helped
to mitigate bias and improve the reliability of the findings.
The insights gained from this analysis contributed to refining
CoderBot for future iterations.

V. RESULTS

A. QUANTITATIVE ANALYSIS

The results of students’ perceptions of CoderBot, evaluated
through the TAM, are presented in Figure 5.

Findings related to Perceived Usefulness (PU1, PU2,
PU3, and PU4) indicated that 83% of the students agreed
that CoderBot improves their performance in solving pro-
gramming problems (PU1). Student E34 noted: “CoderBot
helped because it showed examples of how to answer quick
questions that could take hours to solve.” Additionally,
80% of the students agreed that CoderBot could be an
educational tool in learning programming (PU4). Student
E83 remarked: “It helps in learning programming because
it brings practical examples seen during classes, making
the student understand the programming logic proposed by
the exercises.” This evidence indicates that CoderBot was
well received by the students as a valuable educational tool,
reinforcing its perceived effectiveness and utility as a support
for programming instruction.

The analysis of Perceived Ease of Use (PEU1, PEU2,
PEU3, and PEU4) revealed an agreement of over 85%,
underscoring that most students found CoderBot accessible
and intuitive to use. For example, in item PEU3, E17
stated: “using CoderBot was easy, helping to solve simple
exercises and, at times, exercises of medium difficulty.”
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Therefore, including CoderBot in teaching does not present
significant difficulties for students. This positive perception
is reflected in other items, especially PEU4, which obtained
85% agreement among students. Students E40 and ES2 also
reported that CoderBot is intuitive. Therefore, incorporating
CoderBot into programming education does not pose signif-
icant usability challenges for students.

Regarding Perceived Intention to Use (PIU1, PIU2 and
PIU3), while over 56% of students responded positively,
a considerable proportion remained neutral (24.7% on
average) or disagreed (19% on average).

Student P66 stated: “‘the range of data for demonstration
examples is small, but it showed the initial path to solving
the questions.” Similarly, E33 suggested: “for learning
purposes, it would be important to add comments to the
codes to help understand them.” These insights reveal that,
although CoderBot has gained general acceptance, there
are opportunities for improvement in its functionality and
breadth. The observed variability in responses suggests that
the current limitations may be due to CoderBot not yet being
in its final version, highlighting potential areas for further
refinement.

Figure 6 presents the results of students’ Perceived
Self-Efficacy when using CoderBot.

For the Satisfaction indicator (S1, S2, and S3),
we observed that a majority of students (average of 68%)
expressed satisfaction with CoderBot. For example, E81
reinforced that the CoderBot “helped to give direction
to each question, which saves time, that’s great.” In
addition, 68% of students agreed that they liked CoderBot,
with E18 commenting: ‘“‘even though the exercise doesn’t
require exactly the function that CoderBot has, it’s easy
to use as a basis to adapt to the real problem of the
question.”
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FIGURE 6. Self-efficacy perceived by students.

Regarding Usability (U1, U2, and U3), this indicator
received an average agreement of 79%, the highest among
the self-efficacy indicators. Notably, item Ul obtained an
agreement from 91% of students, demonstrating the ease
with which students could navigate and utilize CoderBot
effectively. These findings collectively suggest that CoderBot
provides a good user experience, contributing to positive
perceptions of satisfaction and usability.

In the Benevolence indicator, positive agreement averaged
65%. Item B3, which assessed whether interaction with
CoderBot was pleasant, achieved the highest results, with
77% agreement. For example, E23 stated: “using CoderBot,
I was able to improve my understanding of programming
codes. lIts interface is intuitive and simplifies interaction,
making it easy to use.”’ However, item B1, which evaluated
whether CoderBot accurately understood the questions,
showed a significant level of neutrality (31%). EO1 high-
lighted a limitation, commenting that “although CoderBot
has been very helpful, its current state is considerably limited,
especially with more complex questions.”

The Credibility indicator received the lowest overall
agreement (average 62.5%). Item C1, which queried whether
CoderBot should be integrated into programming instruc-
tion, was met with 80% agreement. E18 pointed out that
“CoderBot helped solve some exercises due to the simplicity
of the explanation and the structured examples.”” However,
item C2 showed significant neutrality (33%), with E48
commenting that: “CoderBot is very understandable and
practical; however, it doesn’t explain what beginners need to
know, which is why I hesitate to rely on it solely for classroom
content.” These insights indicate that enhancing explanations
of code logic within CoderBot could improve its instructional
effectiveness, especially for beginners.
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B. QUALITATIVE ANALYSIS

In our qualitative analysis, we identified four main cate-
gories reflecting various perspectives on CoderBot’s impact:
(i) CoderBot’s Contribution to Learning Improvement,
(ii) Support from Examples in CoderBot for Conceptual
Understanding, (iii) Limitations in CoderBot’s Learning
Support, and (iv) Suggested Enhancements for CoderBot.

The first category, CoderBot’s Contribution to Learning
Improvement, addresses how CoderBot facilitated the
learning process and highlights specific support areas.

Within the subcategory CoderBot Enhanced Language
Comprehension, several students commented on how Coder-
Bot aided their understanding of the programming language
used in the exercises. For instance, EO1 shared a positive
experience: “CoderBot was instrumental in completing exer-
cises and deepening my understanding of the C language.”
Similarly, E31, who had experience in another programming
language, remarked: “I am familiar with another program-
ming language, which is not C, and CoderBot helped me to
get a quick start with C syntax and structure.”

Students also noted that CoderBot’s impact on the
problem- solving skills. Regarding this, EO8 expressing:
“It simplified the exercises by structuring my thought
process. The well-written code clarified the logic behind each
question” . Further, E83 highlighted that CoderBot enhanced
their understanding of programming logic: “CoderBot aids
in learning programming by providing practical examples in
Introduction to Programming and Data Structures courses.
This helps students grasp the programming logic behind each
exercise.”

The subcategory CoderBot’s Role in Problem-Solving
Support captured feedback on how CoderBot facilitated
problem-solving and exercise development. E16 shared,
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“CoderBot offers insights into tackling problems,”) while
E14 observed, “CoderBot could help me solve problems,
even though it was not the exact problem I was having, but
the tool showed me step-by-step how to solve the bigger
problem”. Additionally, we noted that CoderBot helped
beginners in programming, with students highlighting the
support provided to those just starting to learn programming.
As E67 noted “CoderBot is an invaluable resource for
those new to programming.” E60 agreed, stating: “It helped
with fundamental questions, and for beginners, it’s quite
beneficial”.

Under the subcategory Didactic Clarity in CoderBot’s
Explanations, students highlighted the clarity and instruc-
tional effectiveness of CoderBot’s explanations. E57 com-
mented that CoderBot provides a “clear and direct content
that makes it easy to follow. The step-by-step breakdown of
code execution helped me understand each line.” E73 echoed
this sentiment: “It was much clearer to visualize the code, and
in terms of learning, it helped me a lot; with the step-by-step
instructions, it is easier to understand each line.” This shows
that CoderBot’s clarity facilitated learning, particularly in
step-by-step guidance.

Lastly, CoderBot as a Tool for Reinforcement and Recall is
the subcategory highlighting how CoderBot supports students
in recalling previously learned material. E82 mentioned:
“Using CoderBot helped me improve; I was able to remember
how to use Array (I learned it last semester), and I confess
that it clarified many things for me”. E15 also reflected:
“It was beneficial for some questions, for example, when I
needed to recall some algorithms that I had already done on
the list, like the summation ones”.

The second emerging category was CoderBot’s Use
of Examples to Enhance Understanding. This category
includes feedback from students who reported that the exam-
ples provided by CoderBot facilitated their comprehension of
programming exercises.

A prominent subcategory was CoderBot’s Use of Correct
and Erroneous Examples. Based on the results, we observed
that this approach enriched students’ understanding of
problem-solving processes. As student E49 noted, Coder-
Bot’s presentation of “a correct and erroneous way to do the
exercise” helped them learn “which path not to take when
developing the code.” This insight highlights the pedagogical
value of exposing students to both correct and erroneous
examples during the explanation of an exercise, allowing
them to understand correct and erroneous approaches clearly.
Another important subcategory that we identified was
CoderBot presents Detailed Step-by-Step Solutions. Students
highlighted that the detailed solution of the exercises by
CoderBot helped them better understand how to solve the
questions. Student E57 mentioned that “the step-by-step
code execution topics helped me understand how each
command line works.” Similarly, E73 noted: “With the step-
by-step, it was easier to understand each line, it was much
clearer to visualize the code, and it helped me a lot in
learning.”
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The comments contained in this third subcategory report
that thanks to the simplified way the exercise solutions were
presented in the explanation CoderBot presents a simple
explanation of code examples so they could better understand
and absorb the content in question. This is exemplified by
the comment from E18, who said he could solve the exercise
codes due to the clear and simplified explanation provided by
CoderBot: “CoderBot helped solve some exercises due to the
explanations’ simplicity and the examples’ structure.”

Finally, there were reports that the examples helped to
start the code, indicating that the examples helped students
take the first step in solving the exercises. For example, E76
mentioned that CoderBot helped start to solve the question,
providing an idea of how to start, which motivated the student
to develop the question: “CoderBot was useful in starting
the code by giving a brief idea of how the code could be
made.” Student E66 suggested that more examples of each
exercise could be made available. However, it acknowledged
that with the examples present, he could find an initial path
to solving the questions: “The range of data for examples in
the demonstration is small, but it showed the initial path to
solving the questions.”

Our analysis found that while many students positively
perceived CoderBot, some encountered challenges in using it
effectively. The emerging category, Challenges in Learning
with CoderBot, highlights why certain students found the
tool less helpful than anticipated.

One of the perceived difficulties was that CoderBot
required excessive reading, which was burdensome for some
learners. Student E02 expressed: “my initial impression is
that the CoderBot requires a lot of reading and little typing”,
highlighting that they could use other available tools to
achieve the same function, suggesting CoderBot’s text-heavy
interface felt limiting. This perception implies that excessive
reading requirements may hinder students who prefer a more
hands-on approach.

Another challenge was that effective use of CoderBot
seemed to require prior programming knowledge. Student
E37 commented: “If the user has little programming
knowledge, it would not help much with solving the problem.”
Similarly, E52 added: “It is intuitive and straightforward for
those who already know a little about programming; as I am
still in the beginning stages, I need help understanding the
intersection, list, pointers, and more specific features.” These
remarks indicate that students at the initial stage of learning
may struggle with the exercises proposed by CoderBot due to
insufficient foundational knowledge.

Students also reported that CoderBot sometimes complica-
ted the resolution of activities instead of assisting, leading to
increased confusion. EQ5 stated: “in some questions in the
exercise, it ended up complicating the process of developing
the question.” S75 corroborated: “sometimes, it made the sim-
plest logic more confusing.” These comments suggest that, for
some learners, CoderBot introduced additional complexity
rather than clarity. In this regard, E38 remarked: “it did not
help much because when I did not understand the logic,
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I needed an explanation,” implying that CoderBot’s content
alone was insufficient to clarify the underlying programming
logic. Adding to this, E88 commented: “Coderbot provides
ready-made codes with few comments. It should focus
more on the logic behind the questions, as understanding
programming logic is more important than the coding itself.”
These observations indicate a need for more detailed and
explanatory examples. Complementing these points, P71
mentioned: “It helped in some cases. However, it was not so
clear in code in others.” Thus, due to the lack of clarity in the
examples presented, some students experienced difficulties
when attempting to develop the exercises.

The final emerging category, Suggested Improvements
for CoderBot, explores and captures students’ recommen-
dations for enhancing feedback from students who proposed
enhancements to make CoderBot more effective.

One of the main points highlighted was the need for
more practical examples to assist in learning and exercise
development. Student E29 expressed that CoderBot should
display more programming examples with possible solutions:
“I think it should have more examples and show more ways
to solve the same question. I do not remember which, but in
some of the questions, it used Boolean, and others did not
require it. So, I think having at least three examples of each
concept would be appropriate if it is more complex.” E77
added: “the availability of examples could be higher for more
diverse problems; Coderbot will fall behind other chatbots.”
These comments suggest that a greater variety of examples
could improve the tool’s utility, usability, and versatility.

Another point raised was the limitation of CoderBot’s
features. EO1 commented: “As much as it has been beneficial,
its current state is considerably limited, especially regarding
more complex questions.” E41 added that the tool was helpful
but limited: “It helped with basic questions, but it is still
a limited system.” E46 proposed adding a button to copy
and paste the example code displayed in CoderBot to save
students’ time: “A button to copy the code would save time
and let you edit only what’s needed.” This feedback indicates
the need for additional features to increase flexibility in using
CoderBot.

Students also emphasized the need for more detailed
comments within the code examples. E88 observed that
“CoderBot provides ready-made code with minimal com-
ments. It should focus more on explaining the logic behind
the examples since understanding logic is more critical than
the syntax itself.” Including detailed comments could enhance
students’ comprehension of the code examples, particularly
for beginners.

Another aspect discussed was the addition of new features
to improve the user experience and usability of CoderBot. P85
suggested improvements to the chat interface and a feature
to change the response language: “the chat interface could
be better, and an option to switch response language would
be useful.” E72 also emphasized the need for descriptions of
commands adopted in the examples: “Some commands lack
explanations. It would be nice if there were a description of

145018

the commands. If it is for beginners, each command should
at least have a description.” These recommendations indicate
that improvements to CoderBot’s interface and features could
make it more accessible and valuable for users at all levels.

VI. DISCUSSIONS

We describe an exploratory study to identify students’ percep-
tions of CoderBot for programming education, specifically
facilitating novice learners’ understanding of programming
fundamentals. Grounded in Example-Based Learning princi-
ples, CoderBot adopted correct and erroneous code examples
to guide students in developing accurate code and recognizing
potential errors in the code, functioning as a structured
learning facilitator. Through personalized and structured
examples, CoderBot supports cognitive map construction,
promotes reflective learning, and fosters an interactive,
participatory approach to programming education.

Our qualitative student feedback analysis reveals strengths
and challenges, offering insights that extend previous
research on educational chatbots. The study revealed four
categories of perceptions toward CoderBot. In the first cat-
egory (CoderBot’s Contribution to Learning Improvement),
students highlighted how CoderBot supported their pro-
gramming studies. Reports indicate that CoderBot facilitated
understanding of the C programming language (adopted by
one instructor during the experiment), improving comprehen-
sion of syntax, structure, and logical flow in programming
tasks. The clarity in the presentation of the exercises
helped students understand the logic of the questions.
CoderBot provided foundational support for some students
and enhanced their grasp of key concepts through clear, step-
by-step explanations. Moreover, CoderBot proved beneficial
in helping students revisit and reinforce previously learned
content, thus consolidating their understanding of critical
concepts.

The second category underscored the role of CoderBot’s
examples in enhancing the comprehension of programming
exercises. Coderbot provides correct and incorrect examples
and clear steps for problem-solving, helps promote critical
thinking, and encourages learning from mistakes. Students
noted that the detailed explanations and simplified language
improved content assimilation, while the initial examples
encouraged student engagement in the exercises. In addition,
we realized that a clear and practical explanation of the
examples, with step-by-step explanations, was significant
for understanding the exercises. These results highlight the
importance of correctly integrating a clear, complete, and
varied pedagogical approach in teaching programming.

Contrasting with the first category, the third category
(Challenges in Learning with CoderBot) indicated that,
despite CoderBot’s benefits, it also presents some chal-
lenges for students. In this sense, students’ feedback
identified excessive reading requirements, the need for
prior knowledge, and insufficient clarity, in some examples,
as significant barriers. Also, some students reported that
CoderBot sometimes complicated rather than facilitated their
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activity completion. These results highlight the need for
improvements in CoderBot, specifically to make it more
accessible and efficient for all levels of education and to
improve its effectiveness.

Students also provided constructive feedback and sug-
gestions for improving CoderBot, particularly highlighting
its current limitation in addressing complex, open-ended
programming questions. Compared to more advanced conver-
sational agents like ChatGPT, students perceived CoderBot
as less adaptable and more restricted in its responses — a
limitation also attributed to the need for more diverse and
context-rich examples. This constraint primarily stems from
CoderBot’s current architecture, which relies on a predefined,
template-based dataset and rule-based interactions, limiting
its ability to interpret nuanced queries or generate dynamic
explanations. To address these limitations, students suggested
enhancements such as expanding the variety of examples per
topic, including explanatory comments within code, enabling
copy-to-clipboard functionality, supporting language switch-
ing, and offering command-specific explanations. These
insights point to the importance of making CoderBot more
flexible, responsive, and pedagogically rich. In response to
this feedback, our development roadmap includes the integra-
tion of Large Language Models (LLMs) in future iterations
of CoderBot. This enhancement is expected to increase
its capability to process and respond to complex, context-
dependent queries through natural language generation. The
integration will combine the pedagogical scaffolding of the
current template-driven structure with the adaptability and
semantic reasoning enabled by LLMs—striking a balance
between instructional control and conversational flexibility.
This evolution will make CoderBot a more intelligent
and versatile educational companion, capable of delivering
structured guidance while supporting richer and more person-
alized learning experiences.

The qualitative evidence suggests that CoderBot has strong
potential as an educational pedagogical agent, particularly
regarding clarity, accessibility, and ongoing support. From
this, we can affirm that CoderBot emerges as an emerging
educational technology, which demonstrates that it is possible
to integrate pedagogical approaches, such as Example-
Based Learning, during the design process of a chatbot
as a conversational agent. This leads to further research
on Al-driven education since the content taught will be
communicated to students more clearly and accurately.
Besides that, the results of this study help to further
tailor educational research approaches in computer science
education on a set of feedback mechanisms promoting
personalized and adaptive instruction of computer science for
learners by addressing the preferred learning modality of the
students we studied in this paper. This is because we require
notable educational chatbots ‘designed to be plastic’ in terms
of richness and differentiation of feedback for heterogeneous
classrooms, where students have different backgrounds and
vastly different prior knowledge. In our view, this trend
renders educational chatbots in their modern form an adjunct
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pedagogical tool and a central pedagogical resource in the
instruction of STEM courses.

CoderBot’s architecture and findings provide a foundation
for exploring adaptive learning algorithms, dynamic content
delivery, and real-time error correction in computer science
education. This study highlights the value of integrating struc-
tured feedback mechanisms and customizable instructional
content in chatbots, setting a precedent for designing tools
that can support novice programmers in both formal and
informal learning environments. Moving forward, this work
will inform research on the role of chatbots in computer
science education, particularly in creating accessible learning
tools that can adapt to various student needs and cognitive
preferences, fostering a more inclusive and practical pro-
gramming education experience.

VII. THREATS TO VALIDITY

As in all empirical studies, some threats could affect the
validity of the results. In this section, we discuss the threats
to the validity of our findings [34], [35].

Internal Validity. The time available to the students could
influence the results. However, we controlled this threat using
exercises that could be constructed in the stipulated period.
Each session lasted for two classes (duration of 1h40 per
class). The exercises used to carry out the activities could
have affected the study if the students did not understand the
scenario. This threat was minimized using exercises based on
actual problems. Also, the requirements of this scenario were
explicit, such as simulating some exercises carried out in the
classroom.

External Validity. As researchers, we know student behav-
ior during activities could result in participant reactivity.
However, in this case, the students understood that they were
performing a graded practical assignment, which was already
part of the course syllabus, as performed by Hay et al. [36].
So, this bias may not have influenced our results.

Conclusion Validity. The number of participants could
be better statistically. However, sample size is a known
problem in studies of Computer Science Education [33],
[37]. We conducted our study in a specific teaching context.
Therefore, it may not explain the whole reality. However, this
exploratory study is essential as initial evidence regarding
the CoderBot in programming education. If other researchers
have the same teaching context, they can replicate this
empirical study. According to Carver et al. [38], when studies
are replicated and achieve the same or similar results as the
original study, it gives greater validity to the findings.

Construct Validity. Regarding the application of a question-
naire used to collect student perceptions, we emphasize that
this threat cannot be considered a risk to the validity of results
since these questionnaires have already been validated and
used in other studies [16], [17]. We also capture the students’
perceptions using open-ended answers. Open-ended answers
are usually more challenging when collecting subjective
data. However, students are more comfortable providing
real insights on a particular topic [35]. There is a risk
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of not recording all the relevant information. We avoided
this by reviewing the answers with three more experienced
researchers in programming education. Besides, we con-
ducted a pilot to assess if the script would reach its goal.

VIIl. FINAL CONSIDERATIONS
This paper introduces CoderBot, a pedagogical agent
grounded in EBL that helps novice programmers learn
through well-structured and personalized examples. To eval-
uate CoderBot’s effectiveness, we conducted an exploratory
study with undergraduate students from introductory pro-
gramming courses. Findings reveal that CoderBot was
well-received by students, with feedback indicating that it is
an engaging and user-friendly tool for learning programming.
Also, high levels of agreement in the Satisfaction and Usabil-
ity indicators. The Perceived Self-Efficacy suggests that
CoderBot successfully supports students in their educational
journey. Nonetheless, variability in responses related to the
Credibility indicator reveals areas for improvement, with
students noting a need for greater diversity and depth in
examples and additional explanatory comments in the code.
In addition to the improvements mentioned by students,
further research endeavors could enhance CoderBot’s role
as a comprehensive programming education tool. Future
work will also focus on integrating Artificial Intelligence
driven by Large Language Models into CoderBot to enable
a more sophisticated interpretation of student struggles
and adaptable interaction patterns. We will plan additional
experimental studies with instructors to evaluate their per-
ception of CoderBot’s impact on teaching practices, and with
students using an updated version of CoderBot to assess their
performance and comprehension across varied pedagogical
settings.
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