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1. INTRODUCTION 

The certification and validation methodology described in this paper has been the 
Brazilian standard since Oct-14-1998, by ordinance INDESP-104. The adoption of this 
standard nationally is the consequence of its successful adoption in the State of Sao 
Paulo, since Jan-19-1996, by ordinance CAT-11. In these 4 years, the authors' 
proposed standard proved to be reliable and enforceable, offering secure technical 
guidelines for the young Brazilian gaming industry. 

2. THE CERTIFICATION AND VERIFICATION PROBLEMS 

The gaming regulatory and inspection authority, on behalf of the users, the 
government and the industry itself, has to make sure that a machine behaves 
according to the pertinent legislation and also according to the machine's own manual 
and advertisement. 
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This responsibility can be divided in two tasks: 
- Certification: Check if a specific machine, submitted to certification, is compliant. 
- Verification: Check if a given example in the field, is a faithful copy of the specific 
machine submitted to certification. 

Different jurisdictions have established distinct certification and verification 
methodologies. For the sake of comparison we briefly describe two paradigms: 

- Nevada paradigm: The manufacturer has to deliver the source code of the machine, 
compilation tools, dedicated chips' projects, as well as any emulation hardware 
requested by the gaming authority. The certification procedure is based on a 
comprehensive analysis of the software source code and the machine's hardware and 
its special components' design. The basic verification procedure is based on indirect 
static comparison by EPROM and hardware checksums and signatures. More 
extensive tests can be carried out at the laboratory using hardware specific emulation 
equipment. 

- Glib paradigm: The manufacturer has to deliver a machine, its manuals, and little 
additional information like software fragments. The certification is based on manual 
tests at the lab, or statistical data collected from machines of the same model in the 
field. The verification procedure is based mainly on EPROM static checksums and 
payment records. 

None of the paradigms above, nor several other variations adopted by many 
jurisdictions, seemed appropriate for our use. 

The Glib paradigm is flagrantly weak, for several reasons: 
- Large prizes imply rare events, for which significant statistics may require huge 

sample sizes [6] (we give some insights of the statistical difficulties of this 
methodology in appendix 1). 
- Even correct prize frequencies do not guarantee the absence of mechanisms to 

induce or predict large prizes, what could be used to obtain illegal or unethical 
benefits. 
- Modem machines often have several processors, like CPU and sound and image 

coprocessors, and custom proprietary VLSI chips large enough to contain a simple 
processor (like an 8086) and some memory. In these circumstances static checksums 
arc useful to check accidental EPROM damage, but hopelessly impotent against 
intentional wrongdoing. 

The Nevada paradigm is very sound and thorough, but poses other problems like: 
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- Many manufacturers are unwilling to so completely open their technology and 
industrial secrets. 
- The meticulous analysis of the software (a source code, maybe several thousands 

lines long, sometimes written in an unfamiliar language) and its platfonn (an elaborate 
hardware with exotic components) is a complex, laborious, expensive and time 
consuming work. 
- The absolute technological knowledge and control by the regulating authority 

creates the risk of power abuse or misuse; an extremely dangerous situation for all 
parts involved and the society at large. 

3. VIRTUAL MACHINE DYNAMIC EMULATION 

In ordinance INDESP-104, we adopted a novel dynamic certification and verification 

methodology that, we hope, is better suited to the government and the gaming industry 
needs, and more adapted to the fast evolving technology. 

Our dynamic methodology is based on a small portable standalone ANSI-C program 
emulating the game machine. Toe emulation program is called the Virtual Machine, 
VM, and the game machine itself the Real Machine, RM. 

The basic requirements over the VM - RM set are: 

1.1 The game must be clearly explained in the game machine manual. 
1.2 Toe payoff statistical characteristics must comply with pertinent legislation. 
1.3 Toe game payments table may be dependent on qualified external information 
(like jackpots), but that information must be easily accessible to the player. 
1.4 Unless otherwise stated and clearly specified. any "random choice" in the game 

assumes a uniform distribution (equal chances). 

2.1 The game events must be determined only by: 
2.1. l Toe player choices or moves in the game. 
2.1.2 A special function called the Random Number Generator (RNG). 

2.1.3 Toe machine initial state. 
2.2 The game events can not depend or be influenced by any action, signal or 
information external to the current game, except the information specified at item 2.1. 
2.3.1 The RNG shall be implemented in software, and be the only source of 
"randomness" in a game. 
2.3.2 Successive calls to the RNG function shall produce a uniform pseudo-random 
sequence suited for general statistical simulation [1], [3), [7], [10). 
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3.1 The manufacturer must provide the following portable ANSI-C programs, well 
written and documented, as ASCil files: 
3.1.1 A portable function emulating of the RNG. 
3.1.2 A portable emulation of the game. This program, the Virtual Machine (VM) will 
take as inputs the player moves from a standard (ASCil) keyboard, and produce ASCil 
text output describing the game subsequent events. 
3.1.3 A synchronization function allowing the synchronization of the VM to any 
given state of the RM. 

4.1 The RM must be able to provide the necessary information for backward (delayed, 
retroactive) synchronization showing, at the operator's command, the RNG seeds at 
the beginning of the current period. 
4.2 At the beginning of each period, the RM must Rerandomize the seeds. 
Rerandomize the seeds means calling the RNG function a nondeterministic number of 
times, based on hardware information (like the machine clock, a measure of elapsed 
time between events, etc). 
4.2.l The rerandomizations shall not compromise the statistical properties of the 
RNG as defined in 3.1.1 
4.3 A rerandomization shall start a new period at the RM power on, after displaying 
the current period starting seeds, and at regular intervals between games. 
4.3. l Even knowing the VM program, the information gathered observing the games 
in a period shall make the determination of the period's starting seeds very unlikely. 
4.3.2 The observation of a some consecutive periods shall provide significant 
statistical evidence that the RM is a faithful implementation of the VM, [9]. 

4. A SIMPLE ExAMPLE 

File bypogame.cpp in ULR www.ime.usp.br/-jstem , [11] illustrates the VM - RM set 
behavior and interaction for an hypothetical game. Like .lllost manufacturers, 
hipogame uses a linear congruence generator, in this case a well documented IMSL 
RNG subroutine, [I], [4], [5), [12). 

This RNG has a cycle length of order C = 21\30. At a rerandomization, hypogame calls 
the RNG function K times, where K is the number of milliseconds remaining in the 
current second, obtained from the machine's real time clock. Since K <= 1000 < 21\10 
<< 21\30 = C, hipogame is likely to comply with requirement 4.2.1. Hypogame 
rerandomizes every N=l0 games, and displays the last M=lO periods' starting seeds, 
so making N*M=lOO games available at a time. Appropriately balanced value 
attributions to constants C, K, M and N achieve requirements 4.3.1 and 4.3.2 
compliance [9]. 
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S. SOFI'WARE CERTIFICATION AND VERIFICATION PROCEDURES 

The RM software certification is based on the VM, for the VM can be use.cl to study all 
game properties, including statistical simulation of millions of games using the RNG 
supplie.d by the manufacturer, and also simulations using other RNG functions. 

The RNG and VM functions are usually very small programs and shall be well written 
and documented. The virtual machine should not contain any special graphics or 
sound effects of the real machine, for these are useless in the study of the machine 
properties, and also not portable. Therefore a competent C programmer, that knows 
nothing about the RM hardware, must be able to read and understand the source code, 
and compile it in his-her favorite ANSI-C compiler. 

These C functions are for exclusive use of the regulatory and inspection authorities, 
although no great harm should result in the event of a security break. This is why it 
should not be possible to use the VM to predict (foresee) the outcome of new games. 
Hence, every time the RM displays the seeds that started the current period, it should 
start a new period rerandomizing the current seeds. 

If the RM offers the player advice for choosing his-her moves in the game, it has to be 
implemented in the VM and will be used as default; otherwise we may write our own 
code to simulate a user, with possibly sub-optimal moves. For displaying the seeds the 
RM can use, for example, a special maintenance screen or provide software to get the 
information at an RS-232 or ethemet port. 

The VM and RNG properties to be analyzed are, among others: 
- Conformity of the game to the rules stated at the real machine manual, and the 
integrity of the information offered to the player. 
- Statistical properties of the RNG and the game itself, like payment expected values 
and higher moments, auto and cross correlation, etc .. 
- Compliance of the game rules and statistical properties with the pertinent 
legislation. 

After the game properties are analyzed, we must verify that the virtual machine 
actually emulates the real machine. This is done by sampling event sequences (like 
cards or numbers drawn) in both machines. In order to be able to match those 

sequences we have to: 
1- Record a sequence of games in the RM, including the player's moves. 
2- Access the RM starting period(s) seeds. 
3- Enter the starting see.els and replay, at the VM, the recorded sequence. 
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Any discrepancy between the sequences played at the virtual and the real machine 
will be considered, by definition, a fraud! The VM and RNG functions must be 
provided by the company licensing a machine in Brazil, who is liable for any fraud if 
one is detected. 

Field verifications are based on dynamic emulation tests as described in the last two 
paragraphs, combined with static EPROM and hardware checksums and other 
proprietary signatures. Toe inspection agents can use the VMs at a laptop computer 
remotely connected to a secure server. 

6. CoNCLUSIONS AND FuRTHER DEVELOPMENT 

Toe methodology presented in this paper is now firmly established as the Brazilian 
national standard for software certification and verification in the gaming industry. Its 
adoption nationally was a consequence of a very successful 3 year·experience in the 
State of Sio Paulo, with manufacturers form Australia, Brazil, Canada, China, Israel, 
Japan, Spain, and the USA. 

After some initial apprehension for so radically departing from the standards set at 
other jurisdictions, most of the parts involved realized the several benefits of this novel 
methodology. The law enforcement agents, as well as the operators, were specially 
pleased with the possibility of performing extensive verification tests in loco, requiring 
simple training and inexpensive equipment. 

Most of the complains against the Brazilian standard came from operators trying to 
use surplus equipment or no longer supported software. This unexpected side effect 
turned out to be beneficial and in line with Brazilian trade laws prohibiting the import 
of used equipment and software piracy. 

We are currently further developing the cryptology and secure server technology of 
the project, in a joint research effort of IME-USP - Instituto de Matem.itica e 
Estatfstica da University of S!o Paulo, and LEARN-PUC-Rio - Laborat6rio de 
Engenharia de Algoritmos da Pontiffcia Universidade Cat6lica do Rio de Janeiro. 
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APPENDIX 1. STATISTICAL TEsTs OF COMPLIANCE 

It could be suggested that standard statistical hypothesis test can be used to verify if a 
machine performs its games accord to its manual. These tests are applied in a large 
sample of results [6]. 

Usually, the null hypothesis, H, is the probability distribution described in the manual. 
The procedure rejects H only if there occurs an event (the sample results) with low 
probability under this hypothesis. If not, H is not rejected. There could be many other 
null hypotheses that would not be rejected by the same sample. Many of them could be 
hypotheses that would be against the player. (8]. 

Note that, contrary to standard procedures, one needs to control the error of second 
kind, the probability of accept H when it is false. With so many possibilities of 
alternative distributions, this control is not possible. If one could consider as null 
hypothesis the set of all distributions that are against the players, rejecting such 
hypothesis would guaranty the desired quality of the machine [2], [9] . 
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APPENDIX 2 • EXCERPTS OF IIlPOGAME.CPP 

/* Hypogame 
Compiler: BORLANDC v3.l or higher (this one was developed in BC4.52). 
DOS large memory model Application. 

*/ 
tinclude <dos.h> 
tinclude <conio.h> 
linclude <stdio.h> 
#include <sys\timeb.h> 
iinclude <math.h> 
tinclude <stdlib.h> 

/* To generate the real machine, _JUL macro must be defined and 
_VM_ must not. 
To generate the virtual machine, _VM_ must be defined and _RM_ 
must not. 
If both are defined or undefined there will be no compiling error 
but the application will not work correctly. 
Rename the application according to its purpose 
ex.: VM.EXE if _V!L was defined and RM . EXE if _JUL was defined.*/ 

//ldefine _RM_ RealMachine 
ldefine _VM_ VirtualMachine 

ldefine Al 168071 
tdefine A2 28361 
tdefine M 21474836471 
tdefine P 1277731 

tdefine NUMCORES 4 
colors. */ 
tdefine NUMMESMACOR 13 
color.*/ 

/* Number of different 

/* Number of balls of same 

/* Balls in a hand. */ ldefine NUMSORTE 
tdefine NUMBOLAS 

5 
(NUMCORES*NUMMBSMACOR) /* All balls in the game.*/ 

/* PRIZE codes*/ 
tdefine NADA O 
ldefine DUQtJES 1 
tdefine DOISDUQUES 2 
ldefine TRINCA 3 
ldefine TRINCAEDUPLA 4 
ldefine CORES 5 
ldefine SEQUENCIA 6 
tdefine QUADRA 7 
tdefine SBQCORES 8 

long int seed; 

/*nothing*/ 
/*pair*/ 
/* two pairs*/ 
/* three of a kind*/ 
I* full house * / 
/*flush*/ 
/*straight*/ 
/*four*/ 
/* straight flush*/ 

/* semente do gerador de numeros aleatorios. */ 
/* RNG seed*/ 
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int bola[NtlMBOLASJ; t• As bolas do jogo: cor•NtJMMESMACOR+numero. */ 
t• Array of balls in the game *I 

int aorteada[NUMSORTE]; /* As bolas aorteadaa. */ 

int aelect[NUMSORTE]; 

/* Array of balls in a hand*/ 

/* aelecionada•l, nao selecionada=0. */ 
/* hold balls - hold=l, release=0 */ 

int ordenada[NUMSORTE): /* Bolll.8 sorteadas ordenadas, desprezando as 
cores.*/ 

/* sorted balls color insensitive. */ 

int poaicao[NUMSORT!]; /* Posicao de cada bola - 0 .. NUMSORTB. */ 
/* position of each sorted ball*/ 

int cor[NUMCORESJ; /• Seleciona as bolas sorteadaa por cor. */ 
/• Array of counters of same color balls in the 

hand*/ 

int repet[NUMKESMACORJ; /* Conta cartas de numeroa repetidoa. */ 
/* Array of counters of balls of same number*/ 

int ultimabola; /* Ulti111a bola da urna */ 
/* index of the last not in hand ball*/ 

char atrpremio[9)[32]= { •sorry, no prize•, •pair•, •two pairs•, 
"Three of a kind•, "l"Ull House•, "Flush.", 
•straight!", "Four!", •straight flush!!"); 

tifdef _RM_ 
long int laatseed[l0], lastgame[l0]: 
long int countgames: 
tendif 

char codcores[4][4J•{"Bl","Gr•,•ey•,•Rd"}; 

long int Rand (void) 
/* Gerador de numeroa aleatorios */ 
{ 

long int kl; 
kl:zseed/P; 
seedsAl*(seed-kl*P) - kl*A2; 
if (seed<•0l) seed=seed+M; 
return ( seed) 1 

void aRand (long int newseed) 
/* Sincronizador */ 
{ 

aeed=newseed; 

void scramble (void) 
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/* inicializa o vetor (ou enche a urna) e mistura as bolas. */ 
/* scrambles the balls*/ 
{ 

inti, j, k, aux; 
/* inicializa o vetor */ 
for (k=O;k<NUMBOLAS;k++) bola[kl=k; 
ultimobola=NUMBOLAS-l; 
for (k•O;k<3000: k++) { 

i=(int) (Rand()&Ox7PPP)INUMBOLAS; 
j=(int) (R.and()&Ox7PPP)INUMBOLAS; 
aux=bola(i); 
bola(il=bola[j]; 
bola[j]=aux; 

void clearselection (void) 
/* libera todas as bolas. */ 
{ 

inti; 
for (i=O;i<NUMSORTE;i++l select[i]=O; 

void getballs (int select[]) 
/* sorteia as bolas que nao foram selecionadas, logo 
ate' NUMSORTE bolas da urna - remove as bolas da urna. */ 
{ 

inti, pos; 
for (i=O;i<NUMSORTE;i++) 

} 

if (select[il==Ol { 
pos=(int) (Rand()&Ox7FFF)lultimabola; 
sorteada[iJ=bola[posJ; 
bola(pos)=bola[ultimabola); 
ultimabola--; 

void showballs (int linha) 
/* mostra as bolas sorteadas na linha da tela */ 
{ 

inti, passo; 
passo=80/NUMSORTE; 
gotoxy (1, linha); 
clreol(); 
for (i=O;i<NOMSORTE;i++) { 

gotoxy(passo*i+l, linha); 
textcolor ((sorteada[i]/NUMMESMACOR)+9); 

• cprintf ("12d•, sorteada[i]\NUMMESMACOR); 

void showhold (int linhal 
/* Mostra a sugestao - bolas retidaa na cartela */ 
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inti, paaso, 
passo=80/NUMSORTE; 
gotoxy (1, linha); 
clreol(.); 
for (i•O;i<NUMSORTE;i++) { 

if (select[i)) { 
gotoxy(passo*i+l, linha); 
textcolor ((aorteada[i]/NUMMESMACOR)+9); 
cprintf (•xx•); 

void showrema.inindballs (int linha) 
/* Mostra as bolas que ficaram na urna na linha da tela. */ 
{ 

int 1; 
textcolor(WHITE); 
window (l, linha, 80, linha+4); 
cprintf ( •orna: \n • I ; 
for (i•O;i<=ultimabola;i++l { 

textcolor ( (bola [ i] /NUMMESMACOR) +9) ; 
cprintf ( 0 12d •, bola(i)tNUMMESMACOR); 

} 

textcolor(WHXTB); 
cprintf ("\n\r•tld••, seed); 
window (1, 1, 80, 25); 

int prize (int select()) 
/* Reconhece o premio, retornando seu codigo. */ 
{ . 

inti, j, aux, paux, codpremio; 
int nquadras, 

ntrincas, 
nduques, 
sequencia, 
cores; 

nquadraa•O; ntrincas•O; nduques=O; sequencia=O; cores•O; codpremio=O; 

/* conta bolas sorteadas de mesma cor -
counts balls of same color*/ 

for (i•O;i<NUMCORES;i++) cor[i)=O; 
for (i•O;i<NUMSORTE;i++I cor(aorteada(i]/NUMMESMACOR]++; 
for (i=O;i<NUMCORES;i++) ( 

if (cor(iJ••NUMSORTE) cores•l; /* todas as bolas de meSWl cor. */ 

/* conta bolas sorteadas de mesmo numero 
counts ball• of same nmnber. */ 

for (i=O;i<NUMMESMACOR;i++) repet[i)=O; 
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for (i•O;i<NtJMSORTE;i++) repet[sorteada[i)INOMMESMACOR)++; 
for (i•O;i<NIJMMESMACOR;i++) { 

if (repet[i]:E2) ( 

} 

nduques++; 
for (j=O;j<NUMSORTE;j++) 

if ((sorteada[j]INUMMESMACOR)z=i) 
select[j]~l; 1• sugestao */ 

if (repet[il==3) ( 
ntrincas++; 

} 

for (j•O;j<NUMSORTE;j++) 
if ((sorteada(j]INUMMESMACOR)=•i) 

select[j]=l; t• sugestao */ 

if (repet[i]:=4) { 
nquadras++; 
for (j=O;j<NUMSORTE;j++) 

if ((sorteada[j)INOMMESMACOR)~=i) 
select(j)=l; J• augestao •1 

/* ordena bolas desprezando as cores. 
sorts the balls by number. */ 

for (i•O;i<NUMSORTE;i++) { 
ordenada[iJ~sorteada[i]INUMMESMACOR; 
posicao[i]=i; 

/* bubble sort*/ 
for (i=O;i<NUMSORTE-l;i++) { 

for (j=NUMSORTE-l;j>i;j--) 
aux=ordenada(j]; 
paux=posicao[j]; 
if (aux<ordenada[j-1]) { 

ordenada[j]=ordenada[j-1); 
ordenada[j-lJ=aux; 
posicao[j)cposicao[j-1]; 
posicao[j-l]=paux; 

/* premia sequencias - straight*/ 
if ((ordenada[OJ••(ordenada[l]-l))&&(ordenada[ll=~(ordenada(2J-1))&& 

(ordenada[2J==(ordenada[3]-l))&&(ordenada(3J==(ordenada[4)-1))) { 
aequencia=l; 
for (i=O;i<NUMSORTE;i++) select[i)=l; /* sugestao */ 

/* duques - pair*/ 
if (nduques==l) codpremio=DUQUES; 
/* dois duques two pairs*/ 
if (nduques==2) codpremio=DOISDUQUES; 
/* trinca - three of a kind*/ 
if (ntrincas==l) codpremio•TRINCA; 
/* trinca e dupla - full*/ 
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if ((ntrincas••l)&&(nduques=•l)) codpremioQTRINCAEDUPLA; 
/* todas de mesma cor - flush*/ 
if (core•) codpremioaCORES; 
/* sequencia de numeros - straight*/ 
if (seQUencia) codpremio=SEQUENCIA; 
/* quadra - four*/ 
if (nquadras) codpremio•QUADRA; 
/* sequencia de cores - straight flush*/ 
if (sequencia&&corea) codpremio=SBQCORES; 

return (codpremio); 

void showlabel (int x, int y) 
{ 

gotoxy(x, y); 
textcolor (0x8D); 
cprintf (•===•••2=~=~z•===-~=a••-~=z2a•); 
gotoxy(x, y+l); 

fifdef _RM_ 
cprintf (• This is the Real Machine•); 

tendif 
tifdef _VM_ 

cprintf ("This is the Virtual Machine.\n"); 
tendif 

gotoxy(x, y+2); 

void main (void) 
( 

int codpremio; 
char c; 

tifdef _RM_ 
inti, currentindex, showedseeda; 
FILE *fpOut; 
struct timeb t; 
ftime (&t); 
aeed=t.time; 
for (i•l000;i>t.millitm;i--) Rand(); 
countgames=0; 
currentindex=0; 
showed.aeeds=O; 
for (i•0;i<l0;i++) laatseed(i)=O; lastgame(il•0; } 
fpOut•fopen ("fotoa.txt•, •wt•); 
if ( I fpOut) { 

} 

tendif 

perror ("fotos.txt"); 
exit (0); 

tifdef _VM_ 
long semente; 
/* Sincronizacao */ 
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printf ("Type the seed to synchronize RM and VM.\n"); 
scanf ("lld", &semente); 
sRand(semente); 

tendif 

c='\0'; 

/* Jogo - Game*/ 
while (c!•27) { 

tifdef _RM_ 

tendif 

if (c==9) { 
gotoxy (1,15); 
for (i=0;i<l0;i++) 

print£ ("s[lld]= lld\n•, lastgame[il, lastseed[i)); 
print£ ("Press a key to continue. '); 
while (!kbhit()); 
csgetch(); 
showedseeds=l; 

/* Rerandomize based on internal clock. */ 
if (((countgamesll0)==0>II (showedseeds)J { 

£time (&tJ; 
for (i=l000;i>t.millitm;i--) Rand(); 
lastseed[currentindex]=seed; 
lastgame[currentindexJ=countgames; 
currentindex++; 
currentindexl=l0; 
showedseeds=0; 

countgames++; 

clrscr(J; 
scramble () ; 
clearselection(); 

// showrema.inindballs(2); 
showlabel (40, 20); 
getballs(select); 
showballs (10); 
codpremio=prize(select); 
showhold ( 11) ; 

tifdef _RM_ 
£print£ (fpOut, "1st hand\n"); 
for (is0;i<NUMSORTE;i++) { 

fprintf (fpOut, •1s102d • 

} 
fputc ( '\n', fpOut); 
for (i=0;i<NUMSORTE;i++) { 

codcores[sorteada[i)/13], 
sorteada[i)U3); 

£print£ (fpOUt, • Id • select[i]); 

fputc ( • \n', fpOut); 
tendif 

cs'\0'; 
while (cl=' ') { 
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gotoxy (1, 1); 
clreol (); 

tifdef JU(_ 
printf ("1 •. 5= toggle hold, space• continue, t~= show 

seeds.\n"); 
tend.if 
tifdef _VM_ 

print£ ("1 .. 5 to toggle hold, space to continue.\n"); 
tendif 

c=getch(); 
switch (c) { 

case 'l': 
if (select[0)) select[0J•0; 
el•e ■elect[0J•l; 
break; 

case '2': 
if (•elect(l)) select[l]m0; 
else select[lJ•1; 
break; 

case '3': 
if (select[2]) ••lect[2J•0; 
else select[2J=l; 
break; 

case '4': 
if (select(3)) select[3Jm0; 
else aelect[3]•1; 
break; 

case '5': 
if (select[4]) select[4]=0; 
else select[4l•l; 
break; 

) 
showhold[ll); 

} 
lifdef JUL 

fprintf (fpOut, "Hold\n"); 
for (i=0;i<NOMSORTE;i++) { 

fprintf (fpOut, • Id • select(i]); 
} 
fputc ( '\n', fpOut); 

lendif 
getballs(aelect); 
showballs(12); 
clear■election (); 
codpremioaprize(aelect); 
showhold(l3); 

• if def JU(_ 
fprintf (fpOut, "2nd hand\n"); 
for (i=0;i<NUMSORTE;i++) { 

fprintf (fpOut, '1■102d • 

} 
fputc ( '\n', fpOut); 

codc:ores(sorteada(i)/13], 
sorteada[i]\13); 
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fendif 

for (i=O;i<NtJMSORTB;i++) { 
fprintf (fpOut, • %d •, select[i]); 

} 
fputc ( '\n', fpOut); 
fprintf (fpOut, "\n%s\n\n•, strpremio[codpremio]); 

print£ ("\n%s\n", strpremio[codpremio]); 
gotoxy (1, 1); 
print£ ("ESC to end, any other key to continue.\n"); 
while (!kbhit()); 
c=getch(); 

} 

lifdef _RM__ 
fclose (fpOut); 

#endif 
} 

• 
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