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Abstract. Software developers have today the unprecedented ability to 
combine different computational resources geographically spread around 
the globe into a powerful large-scale distributed computing platform. 
Service-oriented computing is an interesting approach for such platforms 
since it eases the development of very large-scale distributed systems, en­
abling the development of cross-organizational business processes based 
on the composition of multiple web services. Enabling the deployment 
of such large-scale web service compositions on a very large number of 
computational resources requires specific mechanisms for automation, 
reliability, and adaptability. 
In this paper, we present the CHOReOS Enactment Engine, a novel, ex­
tensible, open source middleware system that provides a platform for the 
automation of distributed deployment of complex web service composi­
tions on hybrid cloud computing environments. The Enactment Engine 
also supports auto-scaling and autonomic cloud resource management. 
We show how the Enactment Engine enables the deployment of ser­
vice compositions in an automated, scalable and reproducible way, even 
in the presence of failures in the cloud infrastructure. Our experiments 
show that the Enactment Engine scales well when there is an increase in 
the number of services to be deployed and it is capable of providing to 
applications a large amount of cloud resources efficiently. 

Keywords: cloud computing, adaptive systems, web service composi­
tions, automated deployment 

1 Introduction 

Services are autonomous, platform-independent entities that can be described, 
published, discovered, and loosely coupled in novel ways to realize sophisticated 
business processes (l]. The composition model where a centralized coordinator 
manages all the interactions among the services is called orchestration (the co­
ordinator is called orchestrator) (2]. On the other hand, choreography (3] is the 
composition model where the knowledge about the control flow is distributed 
among the participants, i.e., each service acts autonomously and knows when to 
execute its operations and with whom to interact. 

The current trend in the evolution of the Internet is leading us to a scenario 
in which systems will be composed of a large number of distributed services run­
ning on heterogeneous platforms hosted on a variety of mobile and cloud-based 
infrastructures. To illustrate such an environment, let us imagine a scenario in 
which a Future Airport is completely automated with the help of sophisticated 
service compositions. 

First, in such a complex and large-scale scenario, it would not be reasonable 
to have a centralized point of control, thus a choreography model would be desir­
able. These choreographies would implement distributed business processes with 
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multiple participating organizations (airport authority, airlines, travel agencies, 
etc.). Many of the services provided within the airport could be automated ac­
cording to the passengers personal information, specially their flight information. 
Examples of possible automations suggested by companies with expertise in the 
airport domain [4] include: (1) the parking service may indicate the parking lot 
which is the nearest to the boarding gate (2) catering services may prioritize 
meals to passengers with earlier flight times, (3) airline companies may schedule 
automatically hotel and taxi services to passengers when a flight is canceled, 
and (4) all airlines may be informed at once by Air Traffic Control about flight 
cancellations due to bad weather at destiuations. 

This airport scenario turns into a large-scale choreography if we consider, for 
example, the actual numbers involved in airports, such as Heathrow1 in London, 
which deals with more than 80 airlines, 190,000 passengers per day (peaks of 
230,000), 6,000 employees, 1,000 take-offs and landings per day and 40 cater­
ing services. As all these businesses are automated and the devices carried by 
these people run services that are integrated in a very large service choreography, 
we will be approaching the landscape depicted in vision of the Future Internet, 
where millions of resources, people, and things will be online all the time estab­
lishing ad-hoc connections to compose several complex service compositions [5]. 
The current understanding of the industrial and research community is that the 
current Internet is not well equipped to address the Future Internet require­
ments [6]. Thus, it is necessary to devise mechanisms that work, scale, and can 
efficiently implement collaborations within large-scale distributed systems (7] 
like, for example, large-scale, complex, service choreographies. 

The deployment process of large-sea.le choreographies is the particular chal­
lenge of the Future Internet this paper addresses. The large number of services 
and the distribution of them among several nodes increase the difficulties present 
in any deployment process, which usually is a time-consuming and error-prone 
activity [8]. To avoid such difficulties, researchers and practitioners advocate the 
use of automated deployment processes (8, 9). 

The current trend to deploy large-scale systems is the usage of scalable re­
sources provided by cloud computing services. Cloud computing enables auto­
mated provision of resources retrieved from shared pools [10]. The use of virtu­
alized resources provided by the cloud service leverages the automation of the 
deployment process (9]. The Infrastructure as a Service (IaaS) model, e.g., Ama­
zon EC22 , provides programmatic access to virtualized resources such as virtual 
machines [11]. The creation of new application-dedicated virtual machines is 
what enables the deployment process to be automated and reproducible. On the 
other hand, in the Platform as a Service (PaaS) model, e.g., Google App Engine3 , 

application developers do not need to handle the virtualized environment, but 
only the application itself. Main features of PaaS providers are the automated 

1 http://www.heathrowairport.com 
2 http://www.arna:ron.com/ec2 
3 http://cloud.google.com/appengine 



deployment of applications and transparent auto-scaling of underlying resources 
according to the application demand [11]. 

In this paper, we present the CHOReOS Enactment Engine, a novel, ex­
tensible, open source middleware system that provides a PaaS service for the 
deployment of complex service compositions. It enables a fully automated de­
ployment process, including the preparation of the target environment and the 
scaling of resources as needed. The automated provisioning of new environments 
is built on top of third-party IaaS infrastructures. The Enactment Engine uses 
the IaaS service to support the deployment of choreographies, which can be pro­
vided in the Software as a Service (SaaS) model to end-users. This relationship 
between the cloud models and our architecture is depicted in Fig. l. The Enact­
ment Engine also provides features to enable services replication, which is used to 
adapt to dynamic fluctuations in the load. Finally, another useful feature is the 
automated deployment of middleware components on the cloud nodes to enable 
the easy execution of rniddleware services such as monitoring and ESB-based 
communication. 

Saas i..... 

PaaS i..... 

IaaS ~ 

.....i Choreographies 

.....i Enactment Engine 

.....i EC2 / OpenStack 

Fig. 1. Relationship between cloud computing models and our architecture 

Unlike current PaaS solutions, the Enactment Engine is designed to support 
service compositions rather than web applications. Another difference is that 
the Enactment Engine is designed with an extensible architecture to overcome 
current limitations of PaaS solutions that restrict application developers' tech­
nological choices, such as IaaS provider and application programming language. 
Our solution also leverages past research results on deployment of distributed 
component-based systems, but adapting them to current environments by con­
sidering cloud-deployment and large-scale requirements. The most important 
cloud requirement is a flexible configuration model for services that takes into 
consideration the dynamic nature of the cloud [12], which results in the require­
ment that services should not know the exact address (URJ) of their dependen­
cies at design time. With regard to large-scale deployment, a central concern is 
related to properly handling failures - which are routine in Cloud environments 
- and unpredictable latencies in third-party components [13, 14]. In our case, the 
main third-party component with variant behavior is the laaS provider, whose 
provisioning of virtual machines may take vastly different times for completion 
at each new request and even fail sometimes. 
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In this paper, we introduce the generic CHOReOS Enactment Engine ar­
chitecture and detail its implementation, giving empirical evidences of its per­
formance when deploying large-scale choreographies. In Section 2, we discuss 
related work on automated deployment of component-based systems and on 
current PaaS solutions. In Section 3, we explain the Enactment Engine architec­
ture and its functionalities, while implementation details in a concrete context 
are showed in Section 4. In Section 5, we discuss the Enactment Engine per­
formance and scalability when deploying large-scale choreographies. Finally, our 
conclusions are drawn in Section 6. 

2 Related work 

The current state of the art in distributed computational platforms enables the 
unprecedented ability to combine large amounts of computational resources (pos­
sibly geographically dispersed) into a powerful supercomputing platform. Grid 
and cloud computing platforms can now offer such ability to any developer in 
the world and are effectively being used to execute applications on a wide variety 
of domains. 

It rapidly became clear that in order to support such variety of domains, 
the platform should provide full control over the provisioning and configuration 
of the computational nodes. The developer should be able not only to control 
the kind of hardware that will be provisioned for its application, but also to 
control the entire software stack: from the underlying opera.ting system up to 
the application. 

Early research aiming to automate the deployment process did not offered 
the possibility to customize the operating system. They were focused on the 
automated deployment, configuration, and loa.d balancing of the components to 
be deployed on the available computing nodes. Usually conceived to manage 
a. few hundreds of nodes, they basically work by ta.king applications described 
using a procedural [8] or a declarative [15, 16] language description. 

The use of procedural language, i.e. scripts, is the most flexible method to 
configure and deploy applications. Software systems like Tak'Tuk [I 7], Chef', 
Capistrano5 or Nix (8] provide script languages tha.t can be used to configure 
each node, deploy the application, and a.lso test and build the applications on the 
nodes. Although flexible, the use of scripts is more error-prone. The scripts must 
be developed with the same rigor and accuracy used to develop the application 
itself. 

Tak1\ik (I 7] is an open-source tool developed to execute interactive paral­
lel tasks (such as cluster administration, or parallel application debugging and 
tuning) on a potentially large set of both homogeneous and heterogeneous re­
mote machines. It is able to spread itself using an adaptive algorithm and sets 
up a.n interconnection network to transport commands a.nd perform 1/0 mul­
tiplexing/demultiplexing. The TakTuk mechanics dynamically adapts itself to 

4 http://www.opscode.com/chef 
5 http://capistranorb.com 
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the environment (machine performance and current load, network contention) 
by using a reactive work-stealing algorithm that mixes local parallelization and 
work distribution. 

Chef is a popular configuration management tool used by cloud computing 
practitioners. It provides a domain-specific language that facilitates the creation 
of the configuration scripts (also called "recipes" and "cookbooks", see more 
details at Section 3). It is implemented using a client/server architecture, where 
the information is propagated using a "pull" model: each node queries the server 
for the most recent configuration details, such as recipes, templates, and file 
distributions and performs most of the configuration work itself. The use of a 
pull model helps to keep the node configurations always up to date and can scale 
efficiently when used with a replicated NoSQL database. 

The complexity of scripts written using procedural language systems like 
Tak'l\ik and Chef can quickly increase when deploying large applications. The 
Enactment Engine was designed to deploy applications described as business 
processes. It uses a notation based on a declarative language (more details on 
Section 3). Declarative languages for automated deployment (15, 18] describe the 
application to be deployed in terms of its components and how they are struc­
tured. The idea is that a richer model of the application can help the deployment 
system to optimize the available platform by making a more informed choice of 
the nodes and allowing the optimization of the configuration process. 

Quema et al. [19] conducted an empirical study about the performance and 
scalability of the deployment process of component-based applications. They 
propose a decentralized, fault-tolerant mechanism that deploys the application 
using an hierarchical approach based on the application's architecture. This ap­
proach enabled an asynchronous and parallel execution of the components that 
defines the application. However, the hierarchical approach, as proposed by the 
authors, can only be applied to business processes whose communications can 
be modeled as trees. 

One of the first large-scale platforms to support total control of the software 
stack (including the operating system) was Grid'5000 [20]. Its Kadeploy [20, 21] 
OS provisioning system has been designed not only to help system administra­
tors install and manage clusters, but also to provide users with a flexible way 
to deploy their own operating systems (at runtime) on nodes for their experi­
mentation needs. According to Jeanvoine et al. [21], the key features to achieve 
scalability when deploying and configuring thousands of computing nodes are: (i) 
the ability to execute parallel commands; (ii) an efficient file broadcast system; 
and (iii) windowed operations, to prevent resource intensive operations to be ex­
ecuted all at once (for example, rebooting a large number of nodes in the same 
room can generate electrical hazard}. In Grid'5000, these features are achieved 
using Kadeploy in conjunction with Tak'l\ik. The Enactment Engine achieves a 
similar result using the information about the application being deployed, the 
automatically generated Chef scripts and the underlying cloud computing IaaS 
platforms. 



6 

The Enactment Engine offers to developers access to hybrid cloud platforms 
using a PaaS model. Cloud computing offered as a PaaS eases the development 
of applications, by providing a set of tools and libraries that must be used by 
the developer. An application developed using this standardized model can be 
more easily deployed on the cloud computing platform. All the underlying details 
about the deployment, provisioning of resources, automatic load balancing, mon­
itoring, etc. are responsibility of the platform provider. There are several cloud 
computing providers that offer access to their resources using a PaaS model, such 
as the Amazon Web Services (AWS) Elastic Beanstalk6 • the Google AppEngine, 
or the Microsoft 'Windows Azure7. 

A problem with applications developed to use the PaaS model is that the 
software becomes dependent on the tools and libraries provided by the chosen 
cloud computing provider. This dependency might lead to vendor lock-in and 
can become a problem if the developer first chooses the vendor and, afterwards, 
choose to use a different (or more than one) cloud computing provider. Two 
PaaS platforms offer services to support the execution of business processes: the 
Amazon Simple Workflow Service8 and the Force.com Visual Process Manager9 . 

Both platforms offer a simple coordination mechanism to control the order which 
each activity of a business process should be executed, i.e., an orchestrator. 

The use of open source frameworks can help to mitigate the vendor lock-in 
problem. The Cloud Foundry10 provides an open-source PaaS framework that 
can be deployed on a variety of cloud computing platforms {including AWS, 
VMware vSphere11 and OpenStack12). The CompatibleOne (22] is an initiative 
to develop an energy-efficient open source cloud broker. The framework can 
manage any type of cloud services, which can be provided by heterogeneous 
service providers selected according to a Service Level Agreement {SLA). 

3 Architecture 

According to the OMG (23), the deployment process of component-based dis­
tributed applications consists of the following phases: installation: bringing soft­
ware components packages under the deployer's control (e.g., by purchasing); 
configuration: editing configuration files of software components; planning: defin­
ing in which infrastructure node each component must run; preparation: mov­
ing components and rniddleware packages to the the target environment, so 
the software is ready to be executed; and launch: finally running the software. 
The first two phases are usually handled manually by the deployers, since they 
are less suited to be automated {for instance, setting security credentials). The 

6 http://aws.amazon.com/elasticbeanstalk 
7 http://www.windowsazure.com 
8 http://aws.amazon.com/swf 
9 http://www.salesforce.com/platform/process 

10 http://www.cloudfoundry.org 
11 http://www.vmware.com/products/vsphere 
12 http://www.openstack.org 
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CHOReOS Enactment Engine focuses on the last phases and provides a Pa.a.S 
platform for the deployment of complex service compositions, enabling the au­
tomation of the planning, preparation, and launching phases, considering that 
the installation and part of the configuration phases were already performed. 

Fig. 2 illustrates the global view of the Enactment Engine. The deployer 
sends to the Enactment Engine a declarative description of the composition 
(e.g., a complex choreography) to be deployed, including the locations and types 
of the service packages. The Enactment Engine deploys these packages in one 
or more cloud environments and sends back, to the client, data describing the 
services URls and the nodes on which each service was deployed. The choreog­
raphy description can be either manually written by the deployer, or generated 
in a more automated way, as performed in the context of the CHOReOS project 
and depicted in the top of the Fig. 2; in this latter case, an automated Synthe­
sis Process (24] reads a high-level choreography specification and generates the 
input to the Enactment Engine. The Enactment Engine also provides facilities 
to modify an already running choreography by accepting an updated choreogra­
phy description. This allows the creation of automated mechanisms to deal with 
scaling the choreography according to the demand. 

_ _Q_ I .artifact» O 
~ writes BPMN2 

Domain ex~Choreography 
"'" j Specification 

* writes 
Deployer 

Input 

f~fflPonent• ·- ~ l 
• Synthesis 
! Process 

_]-~~=-
«artifact» 

. XML 
!Choreography 
l Specification 

D 
input 

Cloud 

deploys 
choreography on 

«compon~~;· f ]I 
· Enactment : 

Engine J 

Fig. 2. Global view of the Enactment Engine 
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3.1 Enactment Engine components 

Fig. 3 shows the Enactment Engine components. The Service Composition De­
ployer and the Deployment Manager are components provided by the Enactment 
Engine, whereas the Chef components and the Cloud Gateway are third-party 
software used by the Enactment Engine. 

1..· 
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REST . / 
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Fig. 3. Enactment Engine components 

/ 

I/ 

/ 

V 

iAws. 

I
OpenStack, 
etc. 

Cloud Gateway creates and destroys virtual ma.chines (also called nodes) in 
a cloud computing environment. This component is used by the Deploy­
ment Manager, which decides when create or destroy the nodes. Currently, 
Amazon EC2 and OpenStack are supported as cloud gateways, but the De­
ployment Manager can be easily extended to support other platforms. 

Chef Server stores Chef recipes and associations between recipes and nodes. 
"Recipes" are scripts that implement the process of configuring the operating 



system, installing required middleware, and launching the services. Recipes 
are written in a Domain Specific Language that provides specific features for 
software deployment, such as idempotent actions. 

Chef Client is installed by the Enactment Engine in each managed node. The 
Chef Client uses the Chef Server REST API to retrieve the recipes that are 
associated with the local node and updates the node software configuration 
by executing the retrieved recipes. 

Deployment Manager deploys services in a cloud environment. Through its 
seroices AP/, the Deployment Manager receives a declarative service specifi­
cation and selects the node onto which the service will be deployed, possibly 
considering service non-functional requirements. The Deployment Manager 
converts the received specification to a Chef recipe that implements the ser­
vice preparation and launching processes. Using the nodes AP[ provided by 
the Deployment Manager, one can request the upgrade of a node, which con­
sists of running the Chef Client on the specified node, and thus deploying 
services on the node. Each Deployment Manager is associated with a Chef 
Server and an IaaS account. 

Service Composition Deployer exposes the choreographies API to provide 
support for the automated deployment of service choreographies or orches­
trations (an orchestration here can be seen as a simplified choreography in 
which coordination is centralized). The Service Composition Deployer client 
must provide the choreography declarative specification, which contains the 
choreography architectural description and the locations of service packages. 
Based on this specification, the Service Composition Dcployer coordinates 
invocations to the multiple Deployment Managers belonging to the different 
participant organizations. When services are already running, the Service 
Composition Deployer invokes consumer services, injecting on them the ad­
dresses of their dependencies. 

In addition to the services and their supporting software - such as component 
containers like the Apache Tomcat - the Enactment Engine also installs some 
management infrastructure middleware on nodes. As part of the monitoring sys­
tem used in CHOReOS [25], Ganglia [26] is installed and acts as a collector of 
resource utilization data, such as the amount of free memory and the percentage 
of CPU usage. A daemon provided by the Enactment Engine is responsible for 
collecting measured metrics values that are considered atypical (e.g., because 
they exceed predefined thresholds) . Moreover, to monitor running service com­
positions at the service level, nodes of EasyESB13 , a distributed service bus, 
intercept messages and gather service performance data, such as response time. 

As already mentioned, the choreographies AP/ receives the specification of 
the choreography deployment in a declarative format. Such specification is the ar­
chitectural description of the choreography, which must adhere to the model de­
fined in Fig. 4. A choreography specification provides all the needed information 
to enable the automated deployment of the choreography. After the deployment, 

13 https://research.petalslink.org/display/easyesb 
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the Enactment Engine sends back to the requesting client a response with data 
about the deployment status, and information about how the services can be ac­
cessed. This information is also specified according to the data model presented 
in Fig. 4. As shown in the figure, for each service, the specification provides im­
portant information, such as where the service package can be downloaded from 
{LegacyService), or the type of the package {PackageType). For example, if 
the package type is TOMCAT, the Enactment Engine assumes that the package 
is a WAR file and that it must be deployed on a Tomcat instance, which the 
Enactment Engine, then, deploys before deploying the service itself. The service 
specification also informs the initial number of replicas (number0finstances in 
DeployableServiceSpec), so the Enactment Engine will deploy each replica in 
a different node to increase the overall throughput. Another import service at­
tribute is the resource impact (resourcelmpact in DeployableServiceSpec), 
which specifies non-functional requirements of the service and that may be used 
by the Enactment Engine to select a suitable node to host the service. 

Each service in a choreography may consume operations of other services in 
the choreography. Thus, each consumer service must know how to access each 
provider service on which it depends. Components can be bound at a variety of 
times: compilation, assembling, configuration and runtime (27]. When deploy­
ing services in a cloud environment, service binding must be done at runtime, 
since that is when the full addresses of services will be defined. As observed 
by Dearle (27), one option for runtime binding is using the dependency injection 
pattern in a similar way as proposed by Magee et al. (15, 28], in which the compo­
nent receives, from the middleware, the references to its dependencies. However, 
Dearle (27] claims that there is a lack of frameworks for distributed dependency 
injection. In our solution to service binding, it is the role of the Enactment En­
gine to inject the dependencies the on deployed services. Thus, each consumer 
service must implement an operation called setinvocationAddress that is in­
voked by the Enactment Engine for each one of the service dependencies, and 
whose arguments provide the endpoints to the associated dependency. 

Services replication associated with load balancing are common strategies 
nowadays to provide system scalability (12]. The Enactment Engine enables ser­
vices replication within a choreography by potentially deploying multiple in­
stances of given services and informing consumers about all of them when in­
voking the setinvocationAddress operation. 

3.2 Services migration 

Cloud-based large scale systems are expected to self-configure according to de­
mand in order to cope with load peaks (by using more resources) and minimize 
costs (by using less resources). While not a part of the deployment process itself, 
this involves services migration (that is, redeploying a service onto a different 
node), the creation and destruction of virtual nodes, the deployment and re­
moval of services to and from such nodes, and updating the status of consumer 
services (by means of the setinvocationAddress operation). The Enactment 
Engine provides an API to automate such tasks and, accordingly, the Service 
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Composition Deployer offers the updateChoreography operation. It takes as in­
put an updated choreography description and identifies services to be added 
or removed, as well as modifications in the characteristics of current services, 
such as the number of replicas and the expected resource impact. Based on this 
information, the Service Composition Deployer performs the steps necessary to 
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make the running choreography comply with the updated description. Typically, 
this involves issuing calls to the Deployment Manager providing new or updated 
service specifications; the Deployment Manager, in turn, may either remove a 
service (or some replicas of a service), deploy a new service, or redeploy a service 
onto nodes with different configurations (for instance, if the service needs more 
memory to run). 

To experiment with these capabilities, we have integrated the Enactment 
Engine with the CHOReOS Monitoring subsystem [25]. It allows us to monitor 
compositions both at the service and the virtual resources levels and, in turn, 
to detect complex events14 , such as over- or under-loaded services and virtual 
machines, and take appropriate actions to handle them. These actions typically 
involve scaling the resources available for the composition, either by means of 
vertical scaling (moving a service to a more or less powerful node on the cloud) or 
horizontal scaling (creating more or less replicas of a service in different nodes), 
depending on the specific situation. 

4 Implementation 

In this section, we discuss some implementation aspects of the Enactment Engine 
that will help understand how it works, how it can provide a scalable deployment 
process, and how it can leverage scalable service compositions. 

4.1 Extensibility 

Although web services emerged to solve heterogeneity problems among systems 
and organizations, nowadays we have more than one mechanism to implement 
the concept of services. The two main approaches are SOAP services [29] and 
RESTful services [30]. Therefore, supporting heterogeneity is an important re­
quirement of service-based systems. 

The Enactment Engine handles heterogeneity by means of extensibility: al­
though the current version can deploy only SOAP services packaged as JAR or 
WAR files, Enactment Engine users can extend it by writing a few new classes 
and configuration files to support new types of services. The same is true for 
the infrastructure cloud computing layer, since the user can write new classes to 
communicate with new infrastructure providers. The Enactment Engine has one 
more extension point to allow the creation of new policies of services per node 
allocation (corresponding to the planning phase of the deployment process). 

4.2 REST interface 

The Deployment Manager and Service Composition Deployer components pro­
vide their functionalities through a REST AP!. Users interact with the Enact­
ment Engine through the Service Composition Deployer REST API by handling 
14 Complex events are events that are not identified directly, but inferred from observ-

ing their consequences (sets of other events that are identified directly). 
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choreographies resources, and the Service Composition Deployer uses the REST 
API provided by the multiple Deployment Manager instances to handle the ser­
vices and nodes resources. 

4.3 Service binding 

As explained in Section 3, each choreography service must provide a setinvocationAddres 
operation to receive from the Enactment Engine the addresses of its dependen-
cies. The setinvocationAddress arguments are the following: 

dependency role: defines the operations provided by the dependency. A ser­
vice may depend on multiple services with different roles, so this argument 
is necessary to the service know how to use the received dependency. It is a 
requirement that the service must to know the available operations of each 
role from which it depends. The role of each service must be also defined in 
the choreography specification, that is the Enactment Engine input. 

dependency name: just a label that the dependent service may use to distin­
guish different available services with the same role. These different services 
are actually different implementations, possibly belonging to different orga­
nizations. 

dependency endpoints: the list of alternative URis to access the dependency. 
It has several URis because a service may have multiple instances to improve 
its scalability. It is expected of the dependent service, but not required, to 
implement some load balancing between the different URis. However, the 
dependent service may simply pick up any one of the received endpoints. 

Dearle (27) alerts that forcing components to comply with the conventions 
of particular middleware may lock users into particular programming languages 
or middleware technologies. We acknowledge that forcing services to adhere the 
setinvocationAddress convention imposed by the middleware would not be 
desirable. However, the problems pointed out by Dearle do not apply in our 
case, since the Enactment Engine can be extended to support the invocation of 
the setinvocationAddress in other services types besides SOAP, and services 
are still reusable in other contexts not related to the Enactment Engine. 

4.4 The pool of idle nodes 

When a new VM is requested to the infrastructure provider, there is a chance 
that provisioning will fail. Moreover, some VMs may take much longer than 
average to be ready. In experiments conducted by us using the Amazon EC2 
service, we verified that failures and long provisioning times may affect nearly 
10% of the requests. Nonetheless, this is not a problem regarding only Amazon 
services. Several authors advocate that components on distributed large-scale 
systems must expect and handle faults of third-party components [13, 14, 31). 
Even if the chance of a failure in each component is small, the large number of 
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components and interactions increases the likelihood of failures somewhere in 
the system [31] . 

The Enactment Engine expects faults 011 the IaaS provider and handles this 
issue by using a pool of idle V!Vls. This pool is refilled each time a new VM is 
requested. Also, VMs that have been previously used but are 110 longer necessary 
a.re not immediately destroyed, but instead added to the pool. When a request 
arrives, a node is retrieved from the pool, so the chances of the client being 
affected by IaaS problems is decreased, since some requests will retrieve already 
prepared machines. 

The trade-off of the pool approach is the extra cost to keep VMs running in 
an idle state. However, this problem is treated in the Enactment Engine by a 
distributed management algorithm in each node: if the node is idle for N - l 
minutes. where N is a threshold of time that implies additional cost, the node 
will send to the Enactment Engine a message requesting its deletion. So, after a 
time of inactivity in the Enactment Engine, the pool eventually becomes empty, 
being filled again only when new requests arrive. This distributed approach al­
leviates the need to have the Enactment Engine periodically check the status 
of the machines to decide whether they should be removed. This feature can be 
deactivated in the Enactment Engine when not necessary, as in the case of using 
a reliable private cloud in a controlled environment. 

5 Experimental evaluation 

The Enactment Engine was conceived to support the provisioning, deployment 
and execution of complex service compositions on large-scale distributed com­
puting platforms. We have conducted experiments to evaluate the performance 
and scalability of our prototype in terms of its capability to deploy a significant 
number of choreographies onto a real-world cloud computing platform. 

We have designed synthetic workloads for our experiments. We create work­
loads with different number of choreographies, where each of which will have a 
dedicated cloud resource for each one of its service. The idea is to stress out 
the number of cloud resources that must be provisioned and configured by the 
Enactment Engine. For this reason, the pool of idle nodes is disabled on all 
experiments. 

The choreographies are organized in such a way that the total number of 
services to be deployed will be grouped two by two. Each experiment will de­
ploy and execute concurrently a fixed number of choreographies. Each time a 
service receives a message, a request to another service chosen by the Enactment 
Engine at runtime - using the setinvocationAddress operation described in 
Section 4.3 - is made. 

We have chosen to evaluate the Enactment Engine scalability using the Ama­
zon EC2 IaaS platform as the Cloud Gateway. We execute our services on up 
to fifty general purpose ml. small instances, each of which with 1. 7 GiB of 
RAM, one core with processing power equivalent to 1.0-1.2 GHz (one Ama­
zon EC2 Compute Unity), and a. standard Amazon virtual machine image with 
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the Ubuntu 12.04 GNU/Linux distribution. The Enactment Engine components 
(Deployment Manager and Service Composition Deployer) were executed on a 
local machine with 8 GB of RAM, an Intel Core i7 CPU with 2.7 GHz and 
GNU/Linux kernel 3.6.7. 

Fig. 5 present the average completion time of the deployment the deployment 
of all choreographies for each workload. The figure present the average of ten 
executions for each experiment. 
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Fig. 5. Average completion time of each choreography deployment 

The results suggest that Enactment Engine scales well in terms of the number 
of choreographies being deployed. An increase of 25 times on the number of 
choreographies and, therefore, an increase also of 25 times on the number of 
computational resources provisioned and configured by Enactment Engine, only 
doubled the average deployment time of the choreographies. 

The workloads were designed in such a way that number of services per 
node was constant. However, the average completion time of the choreographies 
increased instead of be constant. Further investigation showed that this behav­
ior can be partially explained by differences on the provisioning time and the 
occurrence of faults on the IaaS provider side. 

The probability of the occurrence of delays and faults increases with the 
amount of computational resources concurrently requested to the IaaS provider. 
New experiments showed that after 1,000 requests for new nodes, 5.8% of the 
nodes presented an abnormal delay on the provisioning time and 0.2% had some 
kind of failure on the provisioning process when fifty nodes were concurrently 
requested over twenty iterations. 
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6 Conclusions 

Sophisticated distributed applications of the Future Internet will be composed of 
a large number of highly-distributed services executing on heterogeneous mobile­
and cloud-based environments, interacting at runtime time with millions of users. 
To enable the easy deployment and execution of such complex service composi­
tions, flexible, robust, and adaptive middleware systems will need to be devised. 
In this paper, we introduced a novel middleware infrastructure supporting the 
adaptive enactment of complex service compositions on the cloud. This middle­
ware highly facilitates the deployment of large-scale service choreographies on 
the cloud and provides runtime support for monitoring and adaptation of the 
service compositions. 

Experimental results demonstrate that the proposed architecture is feasible 
and that acceptable performance can be obtained, although a few optimizations 
are still under way. Our source code is publicly available as open source software 
15 and other researchers are welcome to contact us either to collaborate with 
the project or to carry out related experiments and research based on our code 
base. 

6.1 Ongoing and Future Work 

Our work in the Enactment Engine is currently geared to address the specific 
needs of the CHOReOS project; however, it already offers new research opportu­
nities iu several areas. The current implementation depends on the scalability of 
the Chef server; we intend to investigate means of leveraging the chef-solo tool 
(part of the Chef suite) to bypass the server, making the deployment process 
(almost) entirely distributed. We have also considered modifying both the Ser­
vice Composition Deployer and the Deployment Manager to make them able to 
split their workloads among multiple replicas, either in terms of load-balancing 
requests or by creating ''worker" machines to handle the actual deployment task. 
One interesting possibility would be to modify the Enactment Engine in order 
to distribute data about nodes, services, and choreographies among the cloud 
nodes themselves, using some sort of distributed, peer-to-peer data store (such 
as distributed hash tables). 

We would also like to experiment with different and more sophisticated VM 
pool algorithlllS as well as to adaptively modify the size of the pool in order to 
strike different types of balance between deployment time and additional cost for 
the extra VMs according to user-defined policies and runtime status. Research 
on resource allocation algorithlllS might also benefit from using the Enactment 
Engine's Node Selector interface as a testbed, allowing researchers to more easily 
perform actual experiments with such algorithlllS on top of large-scale cloud 
environments. 

In the current Enactment Engine implementation, modifying a composition 
that is already running works correctly only in the case of stateless services or 

15 http://forge.ow2.org/projects/choreos 
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services that share state. Some business processes, however, may benefit from 
stronger transaction semantics. We would like to investigate how Enactment 
Engine could be modified to empower developers and researchers to implement 
different strategies to handle stateful services and interactions. This mechanism 
should make it easy to define new policies and algorithms to handle state, such as 
supporting "hot" migration, forcing transaction rollbacks, or waiting for ongoing 
transactions to finish before deleting services. 

When multiple replicas of a service are available, the Enactment Engine 
informs the consumer services of all available replicas and it is up to the consumer 
services to balance the load among them. The setlnvocationAddress operation 
might be enhanced to permit different weights to be denned for each replica. 
A more interesting proposition would be to have the Enactment Engine itself 
inform each consumer about only a subset of the available replicas of a provider 
service to each consumer in order to split the load on them independently from 
the consumer services. 

As mentioned, we handle dynamic adaptation by using the CHOReOS mon­
itoring subsystem. We intend to explore the different kinds of event to detect, 
as well as different approaches to resource allocation while taking into account 
QoS parameters. Initially, we intend to do this by exploring custom rules writ­
ten for the rules engine bundled within the CHOReOS monitoring system, but 
other approaches, such as the use of machine learning techniques and the auto­
matic optimization and adaptation of the middleware itself may be tackled in 
the future. 
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